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1. Introduction

Chapter 1
Introduction

In model-based pattern recognition, model selection has been one of the major issues in applying

them to real world problems. Unsuitable selection of the model can result in a total failure of

implementation of the pattern recognition system. 

Since the 1980’s, research on biologically inspired parallel computing systems generally

known as neural networks have been widely attempted. Among them of special interest is the class of

layered neural networks, which fundamentally is a vector to vector map, trainable with a set of ideal

input-output pair samples. Due to this nature, use of layered neural networks for pattern recognition

have been reported in many literature. The existence of the backpropagation (BP) training rule, which

is in essence a gradient descent optimization of the network parameters, greatly contributed to this

boom. 

The issue of model selection, however, remains unsolved in the use of neural networks for

pattern recognition, now embodying as the problem of choosing the best activation functions of the

units, number of units and layers. As it will be shown in this chapter, the requirements from various

aspects of learning, such as mapping ability, readiness of training by BP and computational cost, are

often contradictory. This contradiction cannot be solved as long as the network, which defines the

function space for searching and mapping, is limited to a single model. In order to solve this

contradiction, method for Model Alteration (MA) during the stepwise learning process have been

sought by many researchers. On alteration of the model, (1) determination of the instant of

alteration, (2) selection of the new model and (3) selection of the initial map within the new model,

are all important factors for a successful learning process. However, in the conventional training

methods that involves MA, these factors were considered separately, thereby causing inefficiencies in

the training process as a whole.  

In this thesis, a novel scheme for simultaneous determination of the three factors listed above,

named Model Switching (MS) will be introduced. Network training with MS can be considered to be

a process of searching the model and the map simultaneously. Throughout this thesis, various aspects

of BP training employing MS will be examined. It will be shown that BP training with MS is an

efficient learning process for obtaining a trained network in a small model. This main feature of MS

owes itself to the model alteration controlling by a factor named the Model Switching Index (MS

Index). By using the MS Index, suitable instant for altering the model is determined in accordance to

the progress of learning, for efficient training. 
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1. Introduction

1.1 Pattern recognition and supervised training

Construction of a pattern recognition system by supervised learning can be formalized as an

acquisition of a (true) mapping function y  = f(x) where x and y are the input and the output vectors.

The supervised learning in doing this is often a parametric approach, which assumes a model

represented by a function o  = fp(x ; w ), and tries to approximate f by altering the parameter vector

w. Throughout this thesis, the word model will be used as being equivalent to the function space

which can be realized by changing the parameter. Also, model size denotes the number of freely

changable parameters. Model size will also denote the upper bound of the dimension of the model. In

selecting the favorable setting of parameters, a set of ideal input-output pairs (training set)

{(xm,  y m)}m = 1
M  will be used. Basically, the requirement to the map consists of the calculation of the

class probability density function (PDF) and application of a decision rule [3], but other means

accomplishing equivalent results such as direct estimation of the decision border in the feature space,

may be acceptable. 

When a suitable function class which f belongs to is known in beforehand, a model Fp

within the class can be selected, and with an appropriate selection of the training set, the best

parameter vector may be obtained in a rigorous manner.

When the class of the true map f is unknown, an approximating function fp ∈ Fp must be

selected from a class of functions that possibly include the true map f. If the ability of the selected

function class is sufficient, generally the approximation map fp can be tuned to an arbitrary closeness

to the true map f measured by a certain distance metric, provided that a training set of sufficient size

can be selected at will.

In most cases of real world applications, however, the function class which f belongs to is

unknown, and the size and the selection of the training set are limited. In these cases, all we can do is

to predetermine the model Fp, tune the parameter vector so that fp(x ; w ) ∈ Fp fulfills the mapping

relation at the sample points in the training set. Naturally, the approximation function can differ in

accordance to the model selection. As an imaginary example, Fig. 1.1 shows two different

classification functions derived by a same training set and a different model selection.

- 2 -



1. Introduction

Feature space

: Training set for class A
: Training set for class B

Estimated PDF
of class A

Estimated PDF 
of class B

x

x

f1(x)

Feature space

x

x

f2(x)

Model 1 (Gaussian)

Model 2 (Mixture of Gaussians)

Fig. 1.1. An example of the differences in the estimated approximation function due
to different model selection. Model 1 tries to model the distributions of each class
with a single Gaussian distribution, whereas Model 2 tries to model them as mixtures
of Gaussian distributions. The classification functions f1(x ) and f2(x ) differ
especially in the marginal regions of the two classes.

Selection of the model can affect various aspects of the pattern recognition machine. First, the

selection of the model is selecting the mapping ability of the possible set of functions. If the model

size is set too small, there will be training sets that are not mappable by the function fp(x ; w ). In the

example of Fig. 1.1, the training set is not linearly separable, and therefore assuming one Gaussian

distribution per class cannot map the training set relation. 

Second, model selection can affect the generalization ability of the pattern recognition

machine, namely a desired ability to correctly classify an unseen input. Even when a suitable model is

intuitively determined, the parameter vector w which fulfils the error condition can be nonunique, and

the inverse problem of obtaining the approximation function from the training set can become ill-

posed.  

In determining a particular function fp(x ; w ), training methods that successively update the

parameter vector w to minimize an error function of the training set are often used. The method is

especially used when the estimation of the class PDFs or the class borders is not easy. This process

- 3 -



1. Introduction

is also known as supervised training, as opposed to unsupervised training where true outputs are

not provided by the oracle. The error function is defined as a discrepancy between the true function f

and its approximation fp(x ; w ). When no additional information for the true function f is available

besides the training set {xm}m = 1
M , definition of,

E(w ) = | | f(xm) – f p(xm,  w )||2∑
m = 1

M

, (1.1)

is often used as the error function.

A popular and very general formalism among the learning algorithms is the gradient descent

method, which iteratively updates the parameter vector by a finite step as, 

w (t + 1) = w  (t) – η 
∂E
∂w

 , (1.2)

where t and η denote the time and the training gain constant, respectively. When the weights are not

altered by the training after repeating the updating process of Eq. (1.2), or when the training error is

smaller than a certain threshold, the training process will be stopped. 

Employment of this stepwise training process introduces a third factor in model selection. It is

known through experiments that the stepwise training process can fail by being caught in a so-called

local minima of the error function. The rate of successful training can certainly vary with the model

size, however, no general relation between the model size and the rate of successful stepwise training

is known so far. 

When implementing the pattern recognition system, the computational cost of training the

system and the cost of using it will certainly be another concern. As the computational cost tend to

grow with the size of the employed model, smaller models are desired from this aspect.

This thesis mainly focuses to the dynamic selection of the model to fulfill the requirements of

mapping ability, computational cost and efficiency of the gradient-based training.

1.2 Layered neural networks for pattern recognition

Layered neural networks consist of several layers of units named neurons as shown in Fig. 1.2.

Between every pair of units in the adjacent layers, there is a unidirectional link for the response of a

unit to be transmitted to the other unit in the next layer. However, no intra-layer connections exist. It

is also known as feedforward neural networks for there are no cyclic route for the signal [23][24]. 

- 4 -
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Fig. 1.2. A two layered perceptron network, commonly known as a three layered
neural network. 

The layered network can be regarded as implementing a vector function of o  = fN(x; w ) with

w being the vector of all the tunable connection weights. By altering the weight vector w, the

network can implement various maps. It has been proved that several models of layered networks are

universal approximators [7][8][20], meaning that the approximation function can be tuned to an

arbitrary closeness to the target function f within a closed domain, under certain conditions. By using

a training set as discussed above, the network can be trained to mimic the desired relation of x and y

by selecting the suitable weight vector. The weight vector w can be determined by various means;

one of the most common methods is the backpropagation (BP) training rule [5] which practically

implements the gradient descent learning addressed above. Due to the tunable mapping nature and the

existence of the training rule, the layered neural network is very commonly used as a trainable pattern

recognition machine. In this thesis, layered neural networks trained with the BP rule for pattern

recognition will be extensively discussed. The details of the BP training will be reviewed in Chapter

3. 

The issue of model selection renders itself as the problem of choosing the number of layers,

the number of units within each layer, and the type of unit activation functions. These factors all affect

the mapping ability, the readiness of BP training, and the computational cost for training and using

the network. The requirements from these conditions tend to be contradictory, which makes the

system with predetermined function model sub-optimal at best. The main aim of this thesis is to

construct a framework of efficient BP training of layered neural networks without being confined to a

single function model. The relation between the network model and the three factors listed above will

be discussed in the following sections.

- 5 -



1. Introduction

1.3 The feedforward network and the backpropagation (BP) training
[5]

Here, the backpropagation (BP) training rule for layered neural networks will be briefly reviewed for

the clarity of the definitions. 

The network configuration used in this chapter is a so-called three layered network, which

consists of two layers of perceptrons [2][5] and an input latch layer as illustrated in Fig. 1.2. A unit

in a layer has a full unidirectional connection to the units in the neighboring layer, however, no

connections exist within the layer, or between the units of non-adjacent layers.  Each connection link

has an attribute called the weight which is a multiplied factor to the unit output transmitted to the

connected units. 

In an i-th network unit (neuron), the input signals from the other units are combined as a

weighted sum as

ui = wijoj∑
connected j

 , (1.3)

where ui, wij and oj denote the unit potential, the weight of the link from unit j to i, and the

output of unit j, respectively. Unit i is activated through a unipolar sigmoid step function with (0, 1)

output range to produce an output of, 

oi = s(ui) = {1 + exp(–ui)}–1 . (1.4)

Sometimes, a function with a bipolar range of (–1, 1), such as,

s(ui) = tanh(ui) , (1.5)

is used. 

The input vector x presented at the input layer will be fed forward to obtain the network

output o, thereby enabling to use the network as a vector-to-vector map.

The desired map will be obtained through training the network, by presenting the training

patterns and calibrating the connection weights according to the BP rule. A set of ideal input-output

pairs {(xm,  y m)}m = 1
M  are used as the training patterns, where M denotes the number of training pairs.

The training error E is defined as

E = 1
M

Em∑
m = 1

M

 = 1
2MO

 ∑
m = 1

M

(ykm – okm)2∑
k = 1

O

, (1.6)

which is a sum of the errors for each training set Em.  In Eq. (1.6), okm and O denote the response

of the k-th unit to the m-th training input, and the number of the output units, respectively.

A training epoch is a single round of presentations of all the training sets to the network.

Throughout this work, updating of the weights occur only once per epoch, which is a method

typically known as the batch updating [5]. The weight update strategy of the BP rule is equivalent to

the gradient descent optimization method. Therefore, the update measure for each epoch can be

written as, 

- 6 -



1. Introduction

∆wij = ∆wijm∑
m = 1

M

 = –η 
∂Em

∂wij
∑

m = 1

M

= –η (δimojm)∑
m = 1

M

 , (1.7)

where, η is the training gain constant and δ im is the backpropagated error defined as,

δim = (yim – oim)s' i(uim), (1.8)

when the unit i is the output unit with s’ being the derivative of the transfer function and,

δim = s' i(uim) δkmwk i∑
k

 , (1.9)

when the unit i is a hidden layer unit. The summation in the right hand side. of Eq. (1.9) is extended

over all the units in the next layer, that are linked with the unit i. 

1.4 Model selection in BP trained layered neural networks for
pattern recognition

In this section, the relations between the network model and several factors in building and using the

network for pattern recognition will be discussed in detail. First, the notation of the model and the

model size will be formally defined. 

Definition (Model)

Let us put the function of the network as , o  = fN(x; w ), where x, o and w denote the input, output

and the parameter vectors, respectively. The model of the network signifies the space of functions FN

achievable by altering the parameter vector w.

Definition (Model Size)

The model size denotes the number of independently changable parameters in the network. If all the

parameters in parameter vector w are independent, model size will be identical to the dimension of

w.

1.4.1 Model selection and mapping ability

In a layered network intended to be used for pattern recognition, the number of input and output layer

units will be determined by the problem. The number of hidden layers, the number of units within

each layer, and the types of functions has to be determined in beforehand, which is equivalent to

selecting the function model. In the following discussion, the number of hidden layer is assumed to

be one for simplicity. 

The set of maps {fN(x; w )} which the network can implement is determined by the network

model. A network with insufficient number of hidden units cannot implement the map to satisfy the

training error criterion. This nature is irrelevant with the method of training. A well known example is

the XOR problem, which cannot be implemented with a single perceptron, or equivalently, a three-

- 7 -



1. Introduction

layered network with only one hidden layer unit employing a linear discriminant [2]. The abilities of

the so-called three-layered networks with sigmoidal activation functions have been investigated in [7]

and [8]. In a three-layered network with sigmoidal activation functions, the issue of model selection

will reduce to the determination of the number of hidden layer units. There, it has been proven that the

class of networks can approximate any continuous map to arbitrary accuracy, when sufficient number

of hidden layer neurons are available. Generally, it can be said that the model size (and thus the

ability) will be expanded as more hidden layer units are used. 

1.4.2 Model selection and the readiness of training by BP

A. Local minima

Since the basic BP training depends on the local gradient for modification of the weight vectors, it can

get captured in a local minimum of the error potential function. The issue of being captured in local

minima is reported to be avoidable by using batch-mode BP training in most real world problems [5].

However, opposite claims exist for the case when the structure of the error potential function becomes

complicated [2][24]. The selection of the model can affect the readiness of training by BP. As the

network size grows, so will the combinatoric permutations of the weights that makes the network to

act identically [23]. Therefore, the number of the global minima will increase, and it may improve the

possibility of reaching one of them by training. However, as the error surface will be formed by more

basins attracting the training to their minima, it may increase the number of local minima as well, as a

side effect. The general relation between the size of the model and the existence of the local minima is

still unknown. 

Baldi and Hornik have proved that three-layered networks with units employing linear transfer

functions can have minima in the error potential function only at points where the training error is

zero [10]. They showed that other points in the weight space that have zero gradient are all saddle

points. 

Gori and Tesi have reported in [11], a more general investigation for the networks with

nonlinear transfer functions which applies to the case of this work. One of their results show the

conditions for the layered network configuration and the training set so that the gradient based

training can be free of local minima. The conditions will be briefly presented below. Although they

discuss for the networks with arbitrary number of layers, it will be presented for the case of three-

layered networks employing a unipolar sigmoid function of (0, 1) range. 

Notations : 

L, N, O : Numbers of input, hidden and output layer units, respectively.
M : Number of training patterns.

Y ∈ R M×R O : Training output matrix  [ymo] (m = 1,2,  ...,  M,  o = 1,2,  ...,  O) . 

W0 ∈ R N×R L+1 : Connection weight matrix between the input and the output layers.

- 8 -



1. Introduction

W1 ∈ R O×R N+1 : Connection weight matrix between the hidden and the output layers.

X 0 ∈ R M×R L+1 : Matrix whose row vectors are the training input including the bias channel
  (input layer trace matrix).

X 1 ∈ R M×R N+1 : Matrix whose row vectors are the hidden layer responses including the bias 
  channel (hidden layer response trace matrix).

X 2 ∈ R M×R O : Matrix whose row vectors are the responses of the output layer units 
  (output layer response trace matrix).

D1 ∈ R M×R N : Matrix [∂Em / ∂un(m)] (m = 1,2,  ...,  M,  n = 1,2,  ...,  N).

D2 ∈ R M×R O : Matrix [∂Em / ∂uo(m)] (m = 1,2,  ...,  M,  o = 1,2,  ...,  O).
Em : The output error for the m-th training pattern.
un(m) : The unit potential of the n-th hidden unit for the m-th training pattern. 
uo(m) : The unit potential of the o-th output unit for the m-th training pattern. 
SD1 : Set of all possible D1 generated by varying the weights in weight space.

Theorem [11] 

Gradient descent leads to the global minimum if the layered network and its training set satisfy the

following conditions :

(1) N ≤ H (Pyramidal hypothesis).

(2) Matrix W1 is a full row rank matrix. 

(3) N(X 0) ∩ S D1 = {0}. 

(4)  ymn ∈ {0,  1} (m = 1,  ...,  M ,  n = 1,  ...,  N)

The proof will be omitted here.

The authors of [11] show that in particular networks and the training sets satisfying the four

conditions above, all the points that have zero gradient are saddle points, except for the global

minimum. It is clear however, that the conditions in the above Theorem is often violated. Many

applications employ so-called bottleneck networks; namely networks with a hidden layer which is

smaller than the output layer. Networks with bottlenecks trained for autoassociative mappings are

especially important for their abilities of compression and both linear and nonlinear principal

component analyses of the training data by the BP learning [10][12]. Since the weight matrix can be

considered to be changing in random, the second condition usually holds. The third condition is

required in essence to prevent the gradient matrix G0 calculated as,

G0
T = D1

TX 0 , (1.10)

from becoming a zero matrix albeit D1 is a nonzero matrix. Here, T denotes the transpose of the

matrix. The obvious cure to this situation is to keep the input patterns linearly independent by setting

L ≥ M  [11], however this requirement is not practical, since in most cases there are more training

patterns (M) than the number of input channels (L). 
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1. Introduction

B. The herd effect (Inefficiency of feature extraction)

(a) (b) (c)

Fig. 1.3. The herd effect during BP training. Small legends denote the three-classes
of training sets in the input space. The large ovals denote the local regions that the
hidden layer basis functions are tuned to. (a) Initial state before BP training. (b)
When the BP training is started, all the hidden layer units are tuned to one significant
class, possibly falling into a local minima of the error function. (Herd effect)  (c)
Accomplishment of the training. 

The inefficiency named the herd effect in the BP training process has been pointed out in [44].

During the learning process, it would be ideal if the hidden layer units could divide the whole feature

extraction task automatically, and take up each part for the accomplishment of the whole. However,

since there are no lateral connections between the units in the hidden layer, the error information

which each hidden layer unit receives is more or less the same. Consequently, especially at the initial

stage of training, it often happens that all the hidden layer units try to capture the most significant

feature; acting as a herd of sheep. Later on, the error function target will move due to this initial

modifications to the weights, and the herd will split up as several among them will change to capture

the remaining feature. This process is usually very time consuming compared to the case when there

are lateral connections between the hidden layer units for avoiding this inefficiency [45]. 

When there are only minimal number of feature extractors, e.g. two features A and B to be

extracted by two hidden units i and j, the herd effect can even cause the training to be captured in a

local minima. After both units i and j have tuned themselves to feature A, either of them can be

converted to capture the remaining feature B. However, the conversion can cause a temporal increase

in the error, because feature A is jointly took upon by the two units at this moment. Even when either

of the units could be converted to feature B, the process of the conversion is very time consuming,

especially when it requires a large amount of change in the weight values. This type of failure and

inefficiency can be avoided by using several redundant hidden units in the course of training.

In turn, when the number of hidden layer units are increased to make the network far

redundant than the minimal model for learning the map relation of the training sets, the training will

slow down again. This time, the error will not converge easily since many feature extractors change at

once, causing in a drastic change in the landscape of the error function. This phenomenon is mainly

due to the limited step-size of the weight modification [44]. 
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1.4.3 Model selection and the cost of computation

In view of the computational cost of using the network, a minimal model that can accomplish

the desired mapping is favored. The cost for both training and using the network will be in the order

of O(n), where n denotes the number of the hidden layer units in a three layered network with full

connections between the layers. 

Among other approaches for determining the model are use of Genetic Algorithms (GA)

[47]-[49]. In these approaches, the structure of the network is encoded in the gene, and at each

generation, the networks are trained from random state to evaluate their fitnesses. Therefore these

approaches require a vast number of trial and error to find the best model in their own criteria, and the

majority of the training attempts will simply be discarded in the process of obtaining the best model.

In the framework of Neurogenetic Learning by Kitano [49], an improvement has been made to boost

the training speed by inheriting the distribution of the random weights. However, the actual maps of

the trained networks are not inherited through the generations.  

1.5 Model alteration during training

The relations between the model size and the factors discussed in the former section, are summarized

in Fig. 1.4. For satisfying the requirements, network training by BP should be conducted in an easily

trained model, and always maintaining a small model for reducing the computational cost whenever

possible. Further, in order to solve the unpredictable local minima problem, it would be insufficient to

merely reduce the model size. Therefore, a method for reducing and increasing the model size without

altering the acquired map will be necessary, together with its controlling method. 

Low HighComp. cost 

Training by 
BP

Model size

Unable to 
map the 

training set

Mapping ability Low High

Difficult and 
slow

(herd effect)

Unknown
(Problem 
oriented)

Easier 
(Additional degree 

of freedom)

0

Fig. 1.4. The characteristics of the network models viewed from the readiness of
training by BP, and the computational cost of training and using them. 

1.5.1 Related works
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In the literature, there are several different approaches for solving the conflicting requirements.

On reducing the model size of a network, an idea generally called pruning [30]-[38] have

been pursued. After training a large network, pruning tries to remove the irrelevant links, units and

layers in the network according to several detection criteria. Although the features of several pruning

methods will be discussed in Chapter 3, the basic philosophy of pruning is to remove the unessential

factors from the network. 

There are methods that grow the network to gain the required ability while training. In [43]

and [44], an architecture called the Cascade-Correlation Network is introduced whose units are

installed one by one, connected in a cascade manner to form a deep structure. An attempt to connect

the perceptron in a decision making tree structure appears in [46] for application to medical image

segmentation. Increasing the basis function unit in the Radial Basis function (RBF) nets are tried for

clustering problems in [21]. However, simple growing of networks can sometimes result in

excessively large structures. 

Hirose et al. report a BP training algorithm which adds a hidden layer unit by detecting the

situation while the training is caught in a local minimum [39]. After the convergence of the error, the

hidden layer units are removed in the last-come-first-go order. Such an approach which alters the

function model in both directions is very attractive, in that the function model itself can be learned by

an adaptive procedure during the learning.

1.5.2 Issue 1 : Computational cost and the occasion of model alteration

Training speed and necessary resource are always major concern in training and using neural

networks, because most applications are implemented in a conventional computer simulating the

parallel action of the network. The reported BP training methods that involve MA, has several factors

that can be improved, with regards the training speed and the required computational resource such as

memory. 

All the MA methods in the literature so far, evokes the MA procedure when the error

converges to a minimum of the error potential function. Namely, model size reduction is attempted

after the error convergence, and expansion is attempted when the training is caught in a local minima

of the error function. However, this restriction can make the whole training process a computationally

costly one.

It is clear that it will be beneficial when MA with map inheritance is allowed in broader

occasions during the BP training. For example, when training error of the network of a decent model

size is making a steep decrease of the error, it can be foreseen that the error will eventually converge,

and model size reduction will take place. In such a case, alteration of the model to a smaller one

should take place before the convergence of the error. On the other hand, when the decrease of the

error is very slow, the training can often be accelerated by extending the model size.

On using the trained network a smaller model is always favored as noted in the former
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section. In Fig. 1.5, a schematic of error convergence and the change in the model size are compared

for the conventional BP training with MA and the aimed method. On allowing MA at various

occasions of training, the occasion should be carefully selected in accordance to the nature of the

initial map which is the starting point of further training in the new model. Otherwise, the alteration

may even be harmful to the whole training process.
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Fig. 1.5. The training error convergence and the change in the model size for (a)
conventional BP training with MA and (b) the aimed method. 1 and 2: Error
converges to the target value E0 and model size is reduced. 3: The training is caught
in a local minima, and the model is re-expanded. 4: training further proceeds by
detouring the local minima. 5: final convergence to the global minimum in the small
network model. 6 and 7: Model size is reduced by detecting a fast convergence. 8:
slowdown due to possible local minima is detected and the model is expanded. 9 and
10: escape from the local minima and final convergence to the global minimum in the
small network model. The area of the shaded region reflects the computational cost of
the whole training process.

1.5.3 Issue 2 : Fitness of the initial map after MA 

As noted in Issue 1, the occasion of MA should be carefully selected by the nature of the initial maps

among the possible candidates. There are two reasons for this. The first is because the time that the

whole training process will take, should be kept minimal. One good practice that allows an efficient

MA is the inheritance of the acquired map at the point of MA, by the new model. The second reason

is because there are other desired natures to the new map. Even when there is only one candidate of

the new model, there can be several candidates of the initial maps within the new model, and they may

be rated differently from the additional requirements. These factors of the new initial map including

the inheritance of the map and other natures, will be referred to as the fitness.

When the fitness of the new map is to be evaluated by how the new map inherits the map of
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the immediate model, a model and a map which perserves the map most will be selected. When the

discrepancies of the maps at each MA can be ignored, the training process can be illlustrated as in

Fig. 1.6. In this case, the whole training process can be made very efficient, because no additional

compensation (e.g. training) for the loss of the learned information will be necessary.

 Extension of the model size is a trivial operation from the viewpoint of map preservation,

because a larger model often includes the smaller one. In other words, it is usually possible to add a

weight or a unit without affecting the map. This operation which add a hidden unit will be referred to

as unit installation.

On reduction of the model size, many methods that involve pruning of connection weights and

units stand in a similar view of map preservation. Among these are, pruning by evaluating the

sensitivity of weight removal by Karnin [31], Optimal Brain Damage (OBD) by Le Cun et al.[35],

and Optimal Brain Surgeon (OBS) by Hassibi et al. [36]. Selection of removable elements by

sensitivity assessment tries to suppress the increase of the error due to the model alteration, however,

no rigorous compensation measures are taken to the remaining network for map preservation. Also,

the sensitivity measure does not always reflect the importance of the removed factor in the network

map. For example, a unit with constant response to all the training inputs, is not essential when there

is a bias unit in the same layer. However, such a unit will not always be selected as a candidate of

removal in sensitivity analysis. OBD and OBS both trying to approximate the minima in the error

potential function with a simplified quadratic function, are known to be effective for drastic reduction

in the model size of a large network. However, the methods are only applicable after the training

converges to one of the local the minima of the error potential function, which greatly limits the

occasion which the model can be altered.

Complexity of the model

Set of functions in model 1

Set of functions in 
model 2

Set of functions
in model 3

T
ra

in
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g 
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ro
r

Start training

Stop

Fig. 1.6. The scheme of training and model switching. The training is started in model
1 which is large, and reaches the final function of a smaller model 3 via model 2.
Although the models are changed during the progress of training, the path is
continuous in the function space.  

- 14 -



1. Introduction

There can be various other possibilities of the desired natures of the new model and the initial

map that can be used as the fitness. Among them are, the generalization ability, the smoothness of the

map and the types of classification borders that the network will form.

In this work, novel methods for MA named unit fusion and unit splitting for reducing and

expanding the model size will be introduced in chapter 3. The methods enable a map-preserving

reduction and addition of hidden layer units that are applicable at any instant during BP training. In

chapter 4, other types of fitnesses that evaluate the type of classification borders of the new model

have been tried for altering the network to model the given distribution of the class clusters

adequetely and efficiently.   

1.5.4 Aim of this work

As noted above, when extending the occasions of model alteration as suggested above, determination

of the occasion of model alteration, the new model, and the initial map in the new model will be

especially important. In fact these three factors are mutually dependent and closely related because

the pair of suitable model and initial map will change in accordance to the progress of training and the

existence of possible initial map candidate at each moment of BP training. 

The aim of this work is to build a framework of BP training involving model alteration at

arbitrary occasions observing the fitness of the target model and map, for the efficiency of the whole

training process and higher fitness of the final network model and map.

1.6 Outline of the thesis

This thesis consists of seven chapters. The structure is shown in Fig. 1.7. 
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7. Conclusion

2. �Model Switching (MS)
• �Definition of MS
• �MS index for determining the occasion, 

model and the initial map to switch
•� Fitness index (FI) and various types of MS

3. �MS in BP training 
of MLPs

•� Map inheritance in MS
• �Map distance as FI
• �Unit fusion, splitting 

and installation

5. �Image texture 
segmentation using 
Kernel Modifying 
Neural Networks

• � Kernel Modifying Neural Net (
KM Net)

•� Improvement of training speed 
and generalization ability by MS

•� Higher-order KM Net

6.�Defect classification 
in visual inspection 
of semiconductors

• � The Automatic Defect 
Classification system (ADC)

•� Extracted features
•� Efficient training of HCNs by BP 

with MS.

1. Introduction
• �Background, motive and aim

4. �MS in RBF nets and 
hybrid nets

• �Class border type as FI
•� MS in Hyperellipsoid 

clustering nets (HCN)
•� MS in hybrid networks 

with 1st and 2nd order 
class borders

Fig. 1.7. The structure of this thesis.

In Chapter 2 “Model Switching”, the general idea of an operation named Model Switching

(MS) for enabling the simultaneous determination of the occasion, the model and the initial map will

be introduced. After giving a strict definition of MS, the actual method of MS consulting an index

named the Model Switching Index (MS Index) will be introduced. This MS Index is a function of

the training error, the time derivative of the training error and a measure named fitness index which

reflects the suitability of the new initial map candidate at each moment of training. It will be discussed

that there are various types of possible fitness indices. As it will be shown in the following chapters,
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MS of different nature will be possible in accordance with the selection of the fitness indices. 

In Chapter 3 “Model switching in BP training of Multilayer Perceptrons”, a type of MS

which uses the map distance between the two maps before and after switching as the fitness index,

will be introduced. This fitness index of this type guarantees that the map acquired to the point of

switching will be inherited by the new model. In order to implement this type of MS to Multilayer

Perceptrons (MLPs), fusion, splitting and installation of the hidden layer units will be introduced

as methods for determining the new model and the initial map within the new model. Further,

theorems that enable to obtain approximated map distances with less calculation will be given, and the

BP training method employing MS with approximated map distances set as fitness indices will be

defined. By applying the training method to an encoder problem, the importance of map inheritance

in MS will be shown. Also, it will be shown that a small trained network with high generalization

ability can be obtained by using this training method, by applying to a character recognition problem. 

In Chapter 4 “Model switching in Radial Basis Function networks and hybrid networks”,

MS using another type of fitness index will be introduced. Here, in addition to the map distance, the

fitness index also evaluates the nature of the class discrimination borders which will be determined by

the initial map in the new model. In the first half of this chapter, BP training with MS will be defined

for the Hyperellipsoid Clustering Network (HCN), which is a member of networks employing Radial

Basis Functions (RBFs). It will be shown that a classifier can be constructed, which points out the

inputs that are distant from known training sets to be originating from an unknown class,  in a small

model having far less hidden layer units in comparison to the size of the training set. In the latter half

of this chapter, BP training with MS will be defined for hybrid networks having different types of

hidden layer units making first and second order discrimination borders. It will be shown that the

hybrid networks trained by the proposed training method can achieve higher generalization, when

compared with networks having homogeneous hidden layers. 

In Chapter 5 “Image Texture Segmentation Using Kernel Modifying Neural Networks”, the

BP training with MS introduced in Chapter 3 will be applied to networks for image texture

classification. First, the Kernel Modifying Neural Network model which unifies the feature extraction

filter array and the classification MLP in a single network for texture classification will be introduced.

Then it will be shown that the KM Net can automatically extract the features that are necessary for

texture classification. By applying the BP training with MS introduced in chapter 3, it will be

experimentally shown that the network can be trained more efficiently when compared with the case

without MS. Also, it will be shown that the generalization ability can be improved by use of MS.

Next, the Higher-order KM Nets which can make use of higher-order statistical features of the

texture will be introduced. It will be shown that the Bispectral KM Net using third-order features can

improve the classification ability of the KM Net by extracting the phase relation among the spatial

frequency components. 

In Chapter 6 “Defect Classification in Visual Inspection of Semiconductors”, the HCN
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introduced in Chapter 4 trained by BP with MS will be applied to a defect inspection system for

semiconductors. First, the details of the effective features will be defined, and it will be deducted from

the distribution of the clusters in the feature space, that the HCN is suitable as the classifier. By using

the BP training with MS, it will be shown that the training in the multidimensional feature space can

be conducted efficiently. On classification of the actual defect images, it was found that a

classification rate comparative to those of the human experts could be achieved, which makes the

system usable in the fab line. 

In Chapter 7 “Conclusion”, the results of this work will be summarized. 
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Chapter 2
Model switching

In this chapter, the general idea of an operation named Model Switching (MS) for enabling the

simultaneous determination of the occasion, the model and the initial map will be introduced. After

giving the definition of MS, the actual method of MS consulting an index named the Model

Switching Index (MS Index) will be introduced. This MS Index is a function of the training error,

the time derivative of the training error and a measure named fitness index which reflects the

suitability of the new initial map candidate at each moment of training. It will be discussed that there

are various types of possible fitness indices, and MS of different nature can be made possible in

accordance with the selection of the fitness indices.

2.1 The definition of model switching

Definition (Model Switching)

On altering the neural network model, methods which determine the moment or the occasion of

model alteration, by taking into account the two factors in the following : 

1. The nature and fitness of the new model and the initial map by the new model. 

2. The status of the immediate model and map.

will be referred to as Model Switching.

In Table 2.1, the feature and the novelty of MS among the training methods that involve MA is

shown. The most significant difference in MS-based methods is that the fitnesses of the switchable

candidates of the new model and the initial map are also taken into account on determining the

instance of MA. In the conventional methods, only the status and the progress of the immediate

network was evaluated for determining when to alter the model. 

Various measures are conceivable as fitnesses of the new model and map. Among them, a

method which rates the destination of switching by the degree of map inheritance will be used in

Chapter 3. Another criterion which incorporates the degree of map inheritance and the suitability of

the class discriminating border types will be used in the BP training with MS of Radial Basis

Function (RBF) and hybrid type networks in Chapter 4.
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Table 2.1. The occasions of MA in conventional and proposed methods, with the
possible fitness measures for the initial map in the new model.
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2.2 Model switching using model switching index

In this section, MS driven by a quantity named the Model Switching Index (MS Index) will be

introduced. The MS Index consists of factors named Stress Index and Fitness Index, each reflecting

the progress of training and the suitability of the candidate, respectively. 

2.2.1 Stress index and the mode of switching

The Stress Index denoted by IS, is a measure originating from an attempt to empirically model the

approach of humans when trying to accomplish a given task. Roughly speaking, the Stress Index

reflects the “difficulty” of the training progress, advising the model to be expanded when the value is

positive, and to be reduced when it is negative. 

Let us imagine a case when a human is assigned to accomplish a certain task. On initial trial ,

one will try to solve it using a method at hand. Since the task is yet to be accomplished, the effort will

be mainly weighted to the accomplishment of the task itself, regardless of the cost. During this

period, the performer will go through a repetition of selection or modification of the method and their

application. The method tends to start from a simple and general one, gradually growing complicated

to adapt to the necessities of the task. 

In some tasks, it is sufficient to a merely accomplish it, requiring no further effort. However,

the method tends to go through further modifications preferring fairness, simplicity, speed and lower

cost in many cases. It can be seen that there is an implicit tendency to push this process forward,

which may be modelled as an optimization of a certain composite cost C as shown in Fig. 2.1. 
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2. Accomplishment 
regardless of the means.

Composite cost C
Accomplishment error E
Method complexity 
(Model size)

1. Yet to be done. 3. Simpler and 
fairer method.

Fig. 2.1. A three-stage reduction of the composite cost found in human problem
solving. 

If the task is to be replaced to the learning process in neural networks, there are reports in the

literature which tries to model the minimization of the composite cost C by adding penalty terms to

the training error for neural network model simplification by weight decay [18]. However, since the

three-stage search route roughly expressed in Fig. 2.1 should include expedient detours to escape

from local minima, it is not easy to encode the whole process as a mere minimization of a scalar cost

in a gradient descent way. Therefore, the training error minimization and the MS should be used as

two separate operations acting on the network in parallel. 

In problem solving by humans, two different  modes exist when seeking alternative methods.

Alternative methods are sought in the following occasions. (1) The achievement is yet to be improved,

but not much gain is observed for a certain period of time (positive mode). (2) The task is

accomplished satisfactorily, and the successful method seems to be simplifiable (negative mode).

The first situation matches to the network during its training process being caught in a local minima,

or when the model does not have sufficient degree of freedom. In this case the network should be

switched to a larger model. The second situation corresponds to a trained network with reducible

factors in the model. In case of humans, this situation is even predicted before actual accomplishment;

one can foresee that the task will surely be done at any time, when the requirements are met quickly. 
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Table 2.2. MS operations being a joint function of the training error E and its time
derivative. Values E0 and I0 denote the error to attain by training, and a small
positive threshold for the evaluation of the error convergence speed. Case (C) does
not take place when E0 is sufficiently small. 
 

E
∂E / ∂t

E0

Satisfactory

Not satisfactory

0

–I0 0

Switch to a 
larger model

Switch to a 
smaller model

(A) (B)

(C) (D)
Switch to a 

smaller model*

(–) (+)

The two modes pointed out above can be detected as a joint condition of the values of the

training error and its partial derivative with respect to time, as shown in Table 2.2. The desired

switching operation can be controlled using a measure which we name the Stress Index IS, basically

defined as a product of the error factor and its time derivative factor as, 

IS(E ,  
∂E
∂t

) = β(E – E0)⋅γ (
∂E
∂t

 + I0) , (2.1)

using the following notations : 

E : Training error.
E0 : Target error value.
t : Time.
I0 : Small positive constant.
β , γ : Monotonically increasing real functions satisfying β(0) = γ (0) = 0.
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Fig. 2.2. The change of stress index IS defined in Eq. (2.1) plotted for a typical
convergence of error E of a Gaussian function. Functions β(x) = x  and γ (x) = x
were used. Parameters were set as, E0 = 0.1 and I0 = 0.05.

2.2.2 Switching operation and switching candidate

As seen from the way of MA in human problem solving in Table 2.2, the direction of MA will be

different according to the modes, or the sign of IS. When IS is calculated, a set of candidates in

possible models and initial maps denoted by CMS = {f ' Ni} will be determined. This set may be

expressed as CMS
+  or CMS

–  to explicitly signify the sign of IS. 

Each member f ' Ni in  CMS will typically have a one-to-one relation with the switching

operation Si, applied to the immediate network. If the function of the immediate network is fN,

switching operation from fN to f ' Ni will be written as, 

f ' Ni = Si(fN) . (2.2)

Further, the set of possible switching operations will be expressed as, OMS = {Si}i = 1
|CMS| . 

2.2.3 Fitness index

For all elements in {f  ' Ni}i = 1
|CMS|, Fitness Index IF will be evaluated as

IF = α(fN,  f  ' Ni) . (2.3)

Function α(fN,  f  ' Ni) (0 ≤ α ≤ 1) is to take a positive value growing larger as the candidate f ' Ni

becomes suitable for switching. Some examples of the definitions of the Fitness Index will be

suggested in Sec. 2.4. 
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2.2.4 Model switching index

By using the Stress Index and the Fitness Index, the Model Switching Index (MS Index) will be

defined as, 

IMS(fN,  f  ' Ni,  t)= IFIS = α(fN,  f  ' Ni)⋅β(E(fN,  t) – E0)⋅γ (
∂E(fN,  t)

∂t
 + I0) , (2.4)

where E(fN,  t) explicitly signifies the training error of the network fN at time t. MS Index defined in

Eq. (2.4) is the Stress Index modified by the Fitness of the candidate map to switch to. The MS

Index will be monitored throughout the BP training process. Upon monitoring the MS Index, MS

will be evoked according to the following rule. 

if ((IMS ≥ 0) and (max{IMS(fN,  f  ' Ni,  t)} > IMS
+ )) then

 switch  fN → f ' Nk  where  k = argmax
i

{IMS(fN,  f  ' Ni,  t)}

else if ((IMS < 0) and (min{IMS(fN,  f  ' Ni,  t)} < IMS
– )) then (2.5)

 switch  fN → f ' Nk  where  k = argmin
i

{IMS(fN,  f  ' Ni,  t)}

else do not switch.

The threshold values IMS
+  and IMS

–  are to be predetermined. 

2.2.5 BP training involving MS by MS Index

The flow of BP training incorporating Model Switching is shown in Fig. 2.3. Evaluation of the MS

Index can be done at every training epoch, or once in a certain interval. The whole training process is

to be terminated when no switching of model occurred and the training error has converged to a

sufficiently small value E0.
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Fig. 2.3. Flow of BP training with MS, controlled by MS Index. 

2.3 Stress mode and the switching operation – scheduling of MS–

Various types of Model Switching scheduling of the whole training process will become possible by

employing different switching operators S assigned to the positive and negative modes of Stress

Index. 

2.3.1  Unlimited model scheduling

This is the most basic scheduling of BP training with MS. When the mode is positive with positive

Stress Index, the model size will be expanded. Otherwise the model size will be reduced. The

assignment of the switching operators in each mode are as shown in Table 2.3. 
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Table 2.3. Assignment of MS operators in the unlimited model scheduling.

Mode : sgn(IS) Operation : S Model size : m

Positive

Negative

Switch to f'N  in a larger model 

Switch to f'N  in a smaller model m(f'N) < m(fN)

m(f'N) > m(fN)

–

+

–

+

The typical change of model size in the whole training process illustrated in relation with the training

error E will be as shown in Fig. 2.4.
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(MS)

(MS)
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Fig. 2.4. The change of the model in the BP training with MS in unlimited model
scheduling. 

2.3.2  Limited model scheduling

When applying the training with MS to real world problems, preparing a system which allows

various models can be costly. Also, there are cases that the preferred range of model is predetermined

due to external assessments for generalization ability etc. In such cases, efficient training method

within the limited model must be sought. 

As discussed at the introduction of the Stress Index, positive Stress mode switching will be

executed for accelerating the training. In limited model scheduling, the switching operation will be a

composite one, to switch to a larger model and again to switch to the former model to a different map.

When the training was caught in a local minima of the error potential function, the new map should

enable to escape from it, having the highest Fitness among the candidates, such as the degree of map

preservation etc. In case of negative Stress mode switching, the composite switching operation will be

to switch to a smaller model and again to switch to a different map within the former model. This

operation can be effective when there are redundancies in the extracted features during fast error
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convergence. By switching to a small model to remove the redundancy, and again switching to the

original model by adding degrees of freedom may contribute to extraction of novel features for

robust pattern recognition. This operation may also contribute to further acceleration of the training,

not by reducing the model as discussed in Sec. 1.4 (see Fig. 1.5), but by allowing to capture new

features by the added factor of the model.  The assignment of the switching operators in each mode

are as shown in Table 2.4. 

Table 2.4. Assignment of MS operators in the limited model scheduling.

Mode : sgn(IS) Operation : S Model size : m

Positive

Negative

Switch to f'N  in the same model
via a larger model 

Switch to f'N  in a the same model
via a smaller model

m(f'N) = m(fN)

m(f'N) = m(fN)

–

+

–

+

The change of the map by MS in the limited model scheduling is illustrated in Fig. 2.4. 

Model size

T
ra

in
in

g 
er

ro
r 

E

E0

E0 Stop

Set of fu
nctions

 in model 2

MS

MS

Start

model 1 model 2 model 3

Fig. 2.5. The scheme of the change of the model and the map in the BP training with
MS employing the limited model scheduling. 
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2.4 Selection of initial maps by Fitness Indices

In the framework of MS controlled by MS Index, definition of the Fitness Index will determine the

attributes of the maps that will be selected as starting points in the new model. The most commonly

accepted nature that are considered necessary in initial maps are the inheritance of the information

acquired by training up to the point of MA. By setting a framework which scores the attributes of the

initial maps, various natures including map inheritance will become ratable. In the following, two

among various definitions of Fitness Indices will be addressed. 

2.4.1 Fitness by the degree of map inheritance

This is a common way of selecting the initial map after MA. Many network pruning methods

[30][31][35][36] use a method generally known as sensitivity analysis to evaluate the factors to be

removed in the pruning operation. 

In this work, the degree of map inheritance is measured by another means named map

distance D(fN,  f ' N), which is defined as the norm between the immediate map fN and the map after

MA  f’N. See Chapter 3 for details.
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Model 0 (immediate)

Model 1
Model 2 Model 3

D(fN ,f'N1)

fN

f'N1 f'N2 f'N3
f'N4

Fig. 2.6. Evaluation of the switchable candidates f’N1 ~ f’N4 by the map distance
criterion. The candidate which gives the smallest map distance between the current
map fN will have the highest fitness. 

2.4.2 Fitness by the degree of map inheritance and the nature of class borders

Another conceivable factor which does not reflect its nature to the training error is the type of

classification border that the new map will employ. This type of alternative will be available for

example, when multiple types of classification borders are choosable, in a network such that more

than two types of neurons are co-residing in the hidden layer. In Fig. 2.7, the Radial Basis Function

(RBF) type unit which is characterizing the linear class border is to be replaced by units of other

type. Among the two candidates, f’N2 is more fit to the nature of the class border made by the

- 28 -



2. Model switching

training sets.

Feature space
fN

f'N1
Feature space

f'N2
Feature space

Fig. 2.7. Two switching alternatives in a network that can use locally tuned RBF type
units and linear type units. 

2.5. Scheduling and fitness used in this thesis

So far, two types of MS scheduling and three types of Fitness Indices have been introduced. In this

thesis, combinations of the scheduling and Fitnesses will be evaluated in the chapters as shown in

Table. 2.5. 

Table 2.5. Combinations of the scheduling and Fitness evaluations.

Scheduling

Fitness

Unlimited model 

Limited model 

Map perservation
Map perservation

+
border type

Chapter 3

Chapter 5

Chapter 4

Chapter 6

  

2.6 Summary
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In this chapter, the general idea of an operation named Model Switching (MS) for enabling the

simultaneous determination of the occasion, the model and the initial map was introduced. After

giving the definition of MS, a method of MS consulting an index named the Model Switching Index

(MS Index) was introduced. The MS Index is defined as a function of the Stress Index reflecting the

training progress of the immediate model, and the Fitness Index reflecting the suitability of the new

initial map candidate at each moment of training. Then the variations in the scheduling of MS, and the

types of Fitness Indices were introduced. 
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Chapter 3
Model switching in BP training of Multilayer
Perceptrons

3.1 Introduction

As discussed in the former chapter, training a neural network is a process of obtaining an

approximation map of a desired input-output relation y  = f(x) where x and y are the input and the

output vectors, respectively. In case of layered neural network training, the task is to find the set of

weights w in an approximating function o  = fN(x; w ), optimizing a certain criterion. On training the

network, a set of ideal input-output pairs {(xm,  y m)}m = 1
M  are used, and the training criterion is

typically a function of this set. The input vector, commonly called the feature vector, is a preprocessed

form of a raw observation signal z. Thus we can write y  = f(x(z)) = g(z). In some cases, the process

of feature selection can also be incorporated to this intra-model optimization task. Neural network

models and pattern recognition systems of the kind that optimize both the feature extraction and the

classification phases for the sake of better classification abilities have been reported [69][71][72].

The Kernel Modifying Neural Network which will be introduced in Chapter 5 is also a network of

this type. In these systems, the selection of the feature set will also be optimized.  We can generalize

these operations to find the best set of parameters θθθθ = (w ,  x) in a function fN(x(z); w ) = gN(z ; θθθθ).

In both cases of approximation functions fN and gN, after determining the function model,

training is a task to find an optimal set of parameters w or θθθθ . In the course of optimization, the

function model is not altered usually. However, the search for the best approximating function should

not be confined within a single function model. Joint search of the function model and the parameter

sets will be possible by using model switching and the BP training in parallel, as addressed in the

former chapters.  

This chapter will be devoted to implementing the Model Switching (MS) controlled by MS

Index, in which the Fitness Index is defined as the degree of map inheritance. By using the fitness

evaluation of this type, efficient training process involving MS will become possible. This is because

the MS method by consulting the MS Index will allow to select the necessary instance of switching,

as opposed to the conventional methods where there were no such freedom of choice.

In Sec. 3.2, a method of measuring the degree of map inheritance, named map distance will

be defined. Further, the Fitness Index using the map distance measure will be defined for use in the

network training with MS. Map distance evaluates the norm between the immediate function and the

candidate after switching. By selecting the candidate which gives the minimum map distance,

inheritance of the acquired map will be guaranteed. 
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In Sec. 3.3, newly proposed methods for MA, named unit fusion, splitting and installation

will be introduced. Unit fusion tries to detect the redundancies in the extracted feature among the

hidden layer units, by evaluating the similarity and the variance of the unit responses to the training

inputs.  

In Sec. 3.4, an approximate method for estimating the map distance caused by the unit fusion

will be introduced using the theorems giving the upper bounds of the map distances. By using this

theorem, the task of map distance calculation in case of unit fusion will be simplified.  

In Sec. 3.5, the proposed methods for MA will be applied to network pruning, which many

other methods have been discussed in the literature. The unit fusion method will be compared with

several well known pruning methods. In the experiments, the superiority of the unit fusion method in

map preservation will be shown.

In Sec. 3.6, MS according to MS Index preferring map preserving candidates will be applied

to the BP training. There, it will be shown that the whole training process of obtaining a small trained

network, will be much efficient when MS by MS Index is used, in comparison with the conventional

MA strategies. 

In Sec. 3.7, the relation between the generalization ability of the network and the selection of

the initial map in the new model using the proposed MA methods and map distance, will be

discussed. There, it will be shown that altering the model by unit fusion has a positive effect to

improving the generalization ability of the network.

In Sec. 3.8, a variant of the training method governed by the MS Index, which allows a

smooth change in the model by controlling the linear independence of the responses of the hidden

layer units will be introduced.

3.2 Map distance and fitness evaluation for map inheritance

3.2.1 Map distance

When inheritance of the map in alteration of the model (or the map) is concerned, and when there

exist multiple switching candidates, a common measure to define the degree of map inheritance will

be in need. In this section, a criterion for the decision making named map distance will be

introduced, which is defined as a sampled norm between two maps.

An epoch in a training process can be considered to be a switching from one map to the other.

It is guaranteed by the continuity of the model that the small change in the parameter vector θθθθ will

only cause a small change in the map g. Any transfer from one map to the other can be appropriate

as long as an effective metric between the two models are not too large. The candidates of transfer

should include a map implemented with a different function model, as long as the continuity and the

necessary distance criterion is satisfied. 

Since the suitability of a map for a problem is evaluated only with the training sets during the

- 32 -



3. Model switching in BP training of Multilayer Perceptrons

training process, the metric will be a function of the training sets as well. The following metric will be

defined as the measure of distance between two models g1 and g2.

Definition

The map distance between two mapping vector functions g1(x ) = (g11(x ) . . .  g1O(x)) and

g2(x ) = (g21(x ) . . .  g2O(x)) trained with the training vector set {(xm,  y m)}m = 1
M  is defined as, 

D(g1,  g2) = 1
MO

 ∑
m = 1

M

 {g1k(xm) – g2k(xm)}2∑
k = 1

O

, (3.1)

where O and M  are the dimension of the vector functions and the number of training pairs,

respectively.

When selecting the map to switch to among the candidates, the candidate map giving the

minimum map distance should be selected. Generally, it is not easy to find a model and a function

which gives a small map distance from a network in an arbitrary state. However, as it will be shown

later in this chapter, there are several special cases when switching with minimal map distance is

possible.

3.2.2 Map inheritance as fitness index

On using the map distance defined in Eq. (3.1) in the Fitness Index factor of the MS Index, the

fitness should be larger when the map distance between the immediate map fN and the target map f’N

is smaller. Therefore, a definition of

IF(fN,  f ' N) = 
{Dmax – D(fN,  f ' N)} / Dmax,  if {D(fN,  f ' N) < Dmax}
1 otherwise

(3.2)

will be used as the Fitness Index. In Eq. (3.2), Dmax denotes the maximum value which the map

distance can take. When the output elements okm and the training output elements ykm in Eq. (1.6)

are bounded (such as in the case of sigmoid units), Dmax can be set to unity. If the output elements

are not bounded (as in the case of linear units), there is no upper bound Dmax in the strict sense.

However, in actual usage of the networks, selecting a sufficiently large Dmax will be sufficient.

3.3 Model alteration by unit fusion, splitting and installation

3.3.1 Neural network pruning algorithms

Neural network pruning is popularly used as a means to alter the model to a smaller trained network.

In many pruning algorithms, however, the procedures are not very careful in letting the new model to

inherit the mapping obtained by the training, or are not successful in doing so [38]. Thus, with some

methods that detect and simply remove units in the hidden layer, MA can result in a severe loss of the

trained map, requiring a long additional training. Here, several known algorithms for neural network
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pruning that are applicable during training will be surveyed, and the necessity of an algorithm for

feature dimension reduction which tries to preserve the information accumulated into the network, will

be emphasized. 

For adjusting the hidden layer size for better balance of mapping ability and the simplicity of

the model, several works have been reported [30][31][32]. Most of the approaches are to train a

network starting with a redundant set of hidden layer units, and to remove (prune) the unimportant

ones: Mozer and Smolensky [30], and Karnin [31] have tried to detect the removable connections by

calculating the sensitivity of the error function to the pruning of each connection. On pruning, the link

with a minimum sensitivity was chosen. We have tried their method and it produced good subset

networks. The damage due to the pruning was also small. However, the remaining network could

not always easily compensate the removed unit’s function in further learning. Sietsma and Dow [32]

have formulated a pruning method by analyzing the responses of hidden layer units for all learning

sets. They state :

1) If the outputs of two units are synchronous throughout the learning patterns or are alternating,
one of the two can be omitted.

2) If the output of a unit is always the same for all the learning sets, the unit can be pruned.
3) If the pruning of a unit does not affect the logical separability of the patterns formed by the

hidden layer units, the unit can be omitted.

It is true that no lack of information occur by any of these operations, but again, the effect of pruning

to the error is not taken into account. Generally, the increase of error after these operations were not

small; the network needed more re-learning iterations to regain the complete function, when compared

with the Mozer and Smolensky's method. In these works, not much discussion has been done on the

cost of further learning, to eliminate the increase of error caused by the pruning. When implementing

a neural network through pruning procedures, a fully functioning subset network is in need, rather

than a impaired subset (even though the damage may be trivial). Thus, reducing both the damage

caused by each pruning operation and the total cost of computation to obtain a compact network

should be the major aims. It will be shown that the damage could be substantially reduced when

pruning is done by introducing the fusing method.

The technique of MA introduced in this section resembles the Sietsma and Dow's first rule, in

that synchronously or alternately firing pair of hidden layer units are the candidates to be pruned.

However, instead of merely removing one of the two, the connection weights to the remaining unit is

altered so that the map distance of pruning remains minimal, allowing the cost of further learning to

be reduced. By applying this operation to two units responding similarly or alternately, it is possible

to replace the two with one unit without losing much of either unit’s features. Thus we call this

operation fusion.

3.3.2 The basic idea

In contrast with the weight removal strategies, a more drastic reduction in the number of parameters is
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possible by changing the number of units. It may seem that such a drastic change in the model may

cause a larger gap in the functional map, however, with additional weight compensations in the

remaining network, the gap can be suppressed.

A layered network manifests itself as serially connected vector functions for feature extraction

as illustrated in Fig. 3.1. 

F1 F2 FnX0 Xn

X1 X2 Xn–1

Fig. 3.1. The layered network as a cascade of vector-to-vector functions
F1, F2,  ...,  Fn. Matrices X0, X1,  ...,  Xn denote the layer response trace for all the
training sets, in the style of the notations defined above. 

The reduction of the dimensionality in each layer will be possible by evaluating the linear

independence of the rows of the layer response trace matrices X0, X1,  ...,  Xn, each of which column

consists of the layer response against each training pattern. When a channel is dependent to the other,

the channel pair can be replaced by a single channel, thereby reducing the model size without causing

any change in the map. Since this operation ensures a smooth switching from a larger model to a

smaller one, this operation will be named unit fusion and will be used extensively in this work. When

the operation is to be exercised in a neural network, manipulations to the weights connected to the

remaining unit will be necessary. The details of unit fusion in a layered neural network will be

explained in the next subsection. 

The growing procedure for a unit will be a relatively trivial one. It is possible by either

installing a unit with zero effect to the preceding layer, or to do the inverse operation of unit fusion,

namely to install a unit whose response is dependent to another unit. Both operations will be used in

this work, and will be called unit installation and unit splitting, respectively.

3.3.3 Unit fusion by similarity evaluation

Here, the proposed fusion method will be introduced. The discussion will be focused to the hidden

layer units in an MLP, consisting of units whose unit potential employ linear discriminant functions. 
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i

x y b = –1

wix wiy

wiz = τ

(Bias)

i

Fig. 3.2. A neuron with two inputs and a bias input.

First, a neuron which has two inputs and one bias input as shown in Fig. 3.2, will be

considered. The activation function of a unit may be a step function or a sigmoid function. If we

name the two inputs as x and y, and the bias input as b (which is always –1), the link weights as

wix, wiy and wiz (=threshold τi), respectively, the role of this neuron i is to dichotomize the three

dimensional space spanned by orthogonal bases (x,y,b) = (0,0,1),(0,1,0) and (1,0,0). The separating

hyperplane Hi can be written as, 

Hi  :  wixx  +wiyy  + wizb = 0 . (3.3)

This hyperplane always includes the origin of the coordinate system, so it can be characterized with a

vector

w i = (wi x ,  wi y ,  wiz) , (3.4)

which is perpendicular to Hi .

A. Synchronous pairs

x y

1 2

3 4 5

6

b = –1

Bias
0

Fig. 3.3. A small three-layered network.
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Let us assume that a small network illustrated in Fig. 3.3 was trained with M patterns, and that units

3 and 4 responded similarly to all the training patterns. The similarity of units i and j defined as rij

is evaluated by the linear correlation coefficient formula as, 

rij = (him – hi)(hjm – hj)∑
m=1

M

 / (him – hi)
2∑

m=1

M

(hjm – hj)
2∑

m=1

M 1/2

 . (3.5)

Here, h and h denote the output and the mean output of a unit, respectively. Similarity rij falls

between –1 and 1. If him and hjm are similar over all the learning sets (synchronous), rij approaches

unity. If they are nearly opposite (alternate), rij ≅ –1. Hence, in our case assumed in the above,

r34 ≅ 1.
On analyzing the hidden layer activities, the similarity of the units may be evaluated by the

distance between the input weight vector directions, using a subspace distance metric [14]. However,

since the distribution of the class vectors can be very complicated and uneven, it is safer to use the

training set oriented measure as defined in Eq. (3.5).

 Let us try to replace these two units by a unit for dimensionality reduction. The new neuron

replacing the two will be called neuron a. We will first look into the link weights from the input layer

to unit a, then to the weights from unit a to the output layer.

As stated at the beginning of this section, units 3 and 4 in the hidden layer separate the xyb

feature space with hyperplanes H3 and H4. These hyperplanes are characterized by vectors

w 3 = (w31,  w32,  w30) and w 4 = (w41,  w42,  w40). Since both units respond similarly to many input

patterns, we can suppose that hyperplanes H3 and H4 are more or less the same thing. In other

words, vectors w3 and w4 intersect at the origin O with an acute angle. If a new hyperplane for unit

a is determined so that vector wa (perpendicular to hyperplane Ha) would have the bisecting

direction of the two vectors w3 and w4, this Ha should be a good replacement of the original two

hyperplanes as seen in Fig. 3.4. The length of wa, as long as they are not too small, will not

remarkably change the output ha even if the activation function of a neuron is a sigmoid function.

However, it will certainly affect the readiness of further learning. It is well known that the link weights

that have grown too large through many learning iterations, are hard to be changed by further

backpropagation learning. Considering this fact, the length of wa was initially set to a very small

value, but this caused more unsteady changes in the direction of wa than desirable modifications in

the post-fusion training. Hence, the length of wa was set to be the average length of the two vectors

w3 and w4. This resulted in a much steadier learning after the fusion. Now, vector wa is formally

defined as, 

w a = 
w 3  + w 4

2
 e ' a
e ' a

(3.6)

where

e ' a = w 3
w 3

 + w 4
w 4

  . (3.7)

If vector wa is set according to Eq. (3.6), the output of unit a will replicate the outputs of the former
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units 3 and 4 over all the training patterns. Therefore we can write

h3m ≅ h4m ≅ ham , (m = 1,2,  ...,  M) . (3.8)

As for the link weight from unit a to the output unit 6, it should be set so as to minimize the

effect of the fusion to the weighted sum of inputs for unit 6 (u6). If the approximation in  Eq. (3.8)

holds, we can write

u6 = w63h3 + w64h4 + w65h5 – w60

(before fusion)

     ≅ (w63 + w64)ha + w65h5 – w60 = w6aha + w65h5 – w60 , (3.9)

     (after fusion)

where the new link weight w6a is defined as

w6a = w63 + w64 . (3.10)

1

0

1

0

H3

Ha

H4

wa

w3

w4

O

Fig. 3.4. Feature space separating hyperplanes and weight vectors for the
synchronous unit pair. The hyperplane and the weight vector for the fused unit is
shown in dashed lines.

B. Alternately firing pairs

If the output of units are alternating over all the learning sets, the pair of units can also be replaced by

a single unit as we did in the synchronous pair case. Again, we will use the network illustrated in Fig.

3.3 for explanation, but assume that units 3 and 4 were alternately firing pairs. Hyperplanes H3 and

H4 specified by the link weights from the input to the hidden layer, are again, quite similar. But this

time, the direction of the vectors w3 and w4 are almost the opposite to each other as shown in Fig.

3.5. Hence, the fusing maneuver for the synchronous pair can be used with some additional

procedures.

The method employed in the synchronous case is used to determine the link weights from the

input layer to unit a, except that vector wa will have the direction bisecting the angle between either

of the w vectors and a vector with the reversed direction of the other (e.g. w3 and –w4 in Fig. 3.5).

Two alternately firing units 3 and 4 were fused into one and they became a single unit a. If

the units have (0, 1) output ranges, we can roughly write in symmetry to Eq. (3.8) as,
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h3m ≅ 1 – h4m ≅ ham ,  (m = 1,2,  ...,  M) . (3.11)

In Eq. (3.11), hap is equivalent to the opposite of h4m because w4 was reversed and the fusion took

place to make unit a. The weighted sum of inputs u6 of the output neuron 6 is,

u6 = w63h3 + w64h4 + w65h5 – w60 (before fusion)

     ≅ w63ha + w64(1 – ha) + w65h5 – w60 (after fusion)

     = (w63 – w64)ha + w65h5 – (w60 – w64)

     = w6aha + w65h5 – w ' 60 . (3.12)

Therefore, the new link weight w6a and the new firing threshold w ' 60 can be written as

w6a = w63 – w64 (3.13)

and

w ' 60 = w60 – w64 . (3.14)

When the units employ the bipolar activation function with (–1, 1) output ranges such as Eq. (1.5),

the threshold modification in Eq. (3.14) is unnecessary because 

s(–u) = –s(u) , (3.15)

and

h3m ≅ –h4m ≅ ham .   (m = 1,2,  ...,  M)  (3.16)

1

0

1

0

H3

Ha

H4

wa

w3

O

w4

– w4

Fig. 3.5. Feature space separating hyperplanes and weight vectors for the alternately
firing unit pair and their replacement in dashed lines.

3.3.4 Formal analysis of unit fusion by similarity evaluation

Here, a unified description of the compensations of the weights between the hidden and the output

layers will be made. The idea of hidden layer unit fusion will be extended to the reduction of arbitrary

feature unit pair, according to a detection criterion and a replacement with weight compensations. In

order for the method to be applicable to a wider class of feature channel reduction, the symmetric

nature of the hidden layer unit fusion, which was enabled by the  compensations of the weights

between the input and the hidden layers, will be omitted. Thus, the fusion operation of the channel

pair will be defined as an operation to merge a channel to another, which is not a symmetric
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operation.

Let us assume that channel i and j are to be fused to make a single unit i’. The weighted

sum of the inputs from units i , j and the unity bias b to the subsequent layer unit k, can be written

as 

uk = wk ihi + wk jhj + wk b = wki(ei + vi)+ wkj(ej + vj) + wkb , (3.17)

where w, h, e and v are the connection weight, unit response, average unit response and the varying

portion of the response, respectively. When the similarity criterion is used, the units i and j are

highly correlated. Therefore, we can put

vj ≅ sgn(rij)
σj

σi
vi , (3.18)

with σ being the standard deviation of the unit responses, and sgn(x) being the sign function defined

as,

sgn(x)  =  
  1  (x ≥ 0)
–1  (x < 0)

 . (3.19)

From Eqs. (3.17) and (3.18), we have

uk ≅ {wk i + sgn(ri j)
σ j

σ i
wk j}hi + wk b +wk j{ej – sgn(ri j)

σ j

σ i
ei} , (3.20)

implying that the connection weights should be changed as, 

w ' ki ' = wki + sgn(rij)
σj

σi
wk j (3.21)

and 

w ' kb =  wkb +wkj{ej – sgn(rij)
σj

σi
ei} ,  (3.22)

where w’ denote the connection weights after the fusion. 

In view of Eqs. (3.20)~(3.22), the weight compensations used in the former subsection for

hidden layer unit fusion implicitly assumed,

σi = σj (3.23)

and

ei = ej . (3.24)

which do not hold generally, especially when handling unnormalized feature signals instead of

neuron responses. 

Among the pruning methods in the literature, there exist few attempts that additionally

compensates the remaining weights for the sake of map preservation. The strategy introduced above

is a generalization of the pruning algorithm which is accompanied by a weight compensation for map

preservation, introduced by Sietsma and Dow [33], Oshino, Ojima and Yamamoto [40] and the author

[34] independently. The advantage of the method also resides in its simplicity. There are other

approaches that are computationally more expensive. Castellano et al. try to recalculate the remaining

affected weights by a gradient optimization apart from the BP training process [37]. Hassibi et al.

introduced Optimal Brain Surgeon [36] which improves the Optimal Brain Damage pruning [35] by
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Le Cun et al. In [36], rigorous calculation of the weight values for eliminating the error increase by

removal of a link is introduced. However, the method is only applicable to a trained network whose

error potential function in the neighborhood of the converged minimum can be approximated by a

quadratic function.

3.3.5 Unit fusion by the variance evaluation

Here, another method of unit fusion to complement the fusion method by similarity detection, will be

introduced. The detection method is equivalent to the second rule in Sietsma and Dow’s detection

rules [32], which was briefly addressed in Sec. 3.2. A channel with constant response, is a simple

bias. Such a unit can be unified with the bias input commonly used in layered neural networks. This

phenomena can be detected by monitoring the variance of the unit output. If a response variance of a

unit falls below a threshold, it can be merged to the bias input, thereby enabling to reduce the unit

numbers.

When unit i is detected to have a low variance response to the training sets, the fused unit i is

a bias input b and the other unit j is constantly responding. In this case, modifications such as 

w ' kb = wkb +wkjej , (3.25)

is sufficient since vj ≅ 0.

Joint use of the similarity and variance criteria has been tried by Sietsma and Dow in [33], and

also by the group of Yamamoto et al. in [40][41], where they experimentally showed that, the

reduction according to the variance criterion is to be used at the early epochs of training, and the

similarity criterion is to be used later on for an efficient reduction of the redundant units in a three-

layered network. However, no justification of the selection of this ordering had been done.

In this work, a unified criterion based on the map distance will be used. The criterion can be

used for selecting the best model for map preservation among those proposed by multiple model

switching methods. 

3.3.6 Unit splitting

When the network is in need of more degree of freedom, the model will be altered by adding a unit.

The weights of the links connected to the newly added unit will be determined as follows. Here, the

network is assumed to be an L-N-O network.

1. Find a hidden layer unit having minimum firing similarity (correlation) with any of the other

hidden units. The amount

Ri = |rin|∑
n ≠ i, n = 1

N

(3.26)

is calculated for all the hidden layer units (n = 1,2,  ...,  N), and the unit with minimum Ri is selected.

Here, the chosen unit and the added unit will be referred to as units i and j, respectively.
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2. Set the weights from the input layer to unit j as

wjl
new = 0.1wil

old + dil , (l = 1,2,  ...,  L) (3.27)

and the weights from unit j to the output layer as

wk j
new = 0.1wk i

old  , (k = 1,2,  ...,  O) . (3.28)

The term dil in Eq. (3.27) denote a small zero mean random number.

3. Modify the weights from unit i to the output layer as

wk i
new = 0.9wk i

old  ,  (k = 1,2,  ...,  O) . (3.29)

This is a reversed procedure of fusing a synchronously firing pair, except for the norm of new

unit’s feature vector wj. As defined in (3.27), Hj is identical with Hi, but the norm of the feature

vector wj is 1/10 of wi with some added noise. Eqs. (3.28) and (3.29) define an asymmetrical

division of weights to the output layer. These measures allow unit i to preserve the obtained feature,

and unit j to easily change and grasp another feature.

3.3.7 Unit installation

On expanding the model, another way of adding a hidden layer unit is conceivable. This method will

be referred to as unit installation. 

1. Set the weights from the input layer to the newly installed unit j as 

wjl
new = d' i l , (l = 1,2,  ...,  L) (3.30)

where d' i l  denotes a random number. 

2. Set the weights from unit j to the output layer as

wk j
new = 0 , (k = 1,2,  ...,  O) . (3.31)

Since the weights set in Eq. (3.28) are all zero, the unit will initially have no effect to the map. As the

BP training proceeds, they will be altered. This method is also easily applicable to expanding the

model by adding neurons of other type. 

When two model expansion methods are compared, unit installation is a method which throws

in a unit tuned to a random feature, whereas unit splitting tries to start the search for new feature from

the neighbor of a feature that is already recognized by the unit that will be split.

3.3.8 The virtue of model switching by splitting in the BP training

As an example of the merit of using MS during BP training, let us put that a training process of a

three-layered neural network is caught in a local minimum of the error function. The situation can be

described by the notations defined in Sec. 1.4.2 as, 
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E = Em∑
m = 1

M

 >>  0 , (3.32)

G0
T = D1

TX 0 = 0 , (3.33)

and

G1
T = D2

TX 1 = 0 . (3.34)

When the number of units in the hidden layer is incremented by unit installation, the new connection

weight matrices and the output trace matrix both signified by the hat will be, 

W0 = [W0
T | w 0,N+1

T ]
T
  ∈ R N+1×R L+1 , (3.35)

W1 = [W1 | w 1,N+1]  ∈ R O×R N+2 (3.36)

and

X1 = [X1 | x1,N+1] ∈ R M×R N+2 , (3.37)

where w 0,N+1 ,w 1,N+1 and x1,N+1 denote the weight vectors of the connections impinging to and

fanning out from the new unit, and the response trace of the new unit, respectively. Since the map is

not altered by adding the unit, there is no change in the training error; namely, 

E = E . (3.38)

The necessary condition for the network to be still trapped in the minimum after adding the

unit will be, 

G0
T
 = D1

T
X0 = [D1

T | d1,N+1
T ]

T
X0 = 0 , (3.39)

and

G1
T
 = D2

TX1 = D2
T[X1 | x1,N+1] = 0 , (3.40)

for the gradient matrices of the connections. Therefore, the conditions to the added unit will be, 

d1,N+1X 0 = 0 (3.41)

and 

D2
Tx1,N+1 = 0 . (3.42)

In case of unit installation where the weight vectors w 0,N+1 and w 1,N+1 will be set to a random

vector and a zero vector, the probability of the added unit to fulfill the conditions in Eq. (3.42) will be

small. Thus, the gradient matrix in Eq. (3.40) will be nonzero, and the error will further decrease by

training as illustrated in Fig. 3.6. When the training is accomplished (E = 0), the decrease will not

take place since D2 = 0. 
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Local minimum

W0, W1

w0, N+1 , w1, N+1

Training error E

Fig. 3.6. After the training is caught in the local minimum of the error function
E(W0,  W1), an additional unit is added to the hidden layer maintaining the error value.
Since the resulting gradient matrix will be nonzero, the training error will further
decrease.

When unit n in the hidden layer employing a linear transfer function was split instead of

installing a unit of zero influence, the response trace of the new unit will be linearly dependent to the

existing unit n. This situation satisfies Eqs. (3.41) and (3.42), which indicates that the training is still

caught in the same minimum. However, when the units employ a nonlinear transfer function, the new

gradient matrix will generally be nonzero, which enables to further decrease the error and escape from

the local minimum. A detailed discussion on the determination of the connection weights of the split

units will be found in the next subsection.

The BP training process jointly using MA can be considered to be a process of searching the

model and the map at the same time. The model ought to be the one which can accommodate the

training conditions such as in Eq. (1.1), and further, it should be a minimal model that performs the

necessary mapping for the ease of use. MA can be effective in aid of the inefficient and time

consuming process of feature extraction using the BP algorithm, such as the herd effect introduced in

Sec. 1.4.2. Since the detection and switching naturally maintains the independence of the responses

of the unit vectors, group of units consisting a herd will be replaced by less number of units. When

the limited model scheduling is used, the reduced units can be immediately re-installed to capture a

new feature. MS which allows MA at arbitrary occasions during training, opens up  whole new

branching paths to the stepwise learning progress of BP, which was impossible when the training was

restricted to be done in a single functional model.
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3.4 Map distance by unit fusion, splitting and installation

In this section, methods for evalutanting the map distances caused unit fusion, splitting and

installation will be discussed. Theorems estimating the upper bounds of the map distance caused by

unit fusion will be given. These upper bounds enable to approximate the map distances without

actually constructing and evaluating the networks after MS.

3.4.1 Upper bounds of the map distance by unit fusion

Selection of the best map to switch to among the numerous candidate is a costly task, because the

map must be constructed in a neural network form, and the Fitness Indices must be evaluated for each

network. Here, theorems giving the upper bounds of the map distances as a function of similarity  rij

and variance σj will  be given. Instead of generating all the networks and evaluating one by one, the

upper bounds given by the theorems can be used as alternative approximations of the map distances

for each candidate. 

Theorem 1 

Let the vector map of a three layered network be denoted by g1, and the map of the same network

with one hidden unit j pruned by fusing with unit i, be denoted by g2. By denoting the distance of

the two maps by Dij(g 1,  g2), 

Dij(g 1,  g2) ≤ 2
O

 ( wk j
2∑

k= 1

O

) (S' max)
2σj

2(1 – |rij|) (3.43)

holds using the following notations.

O : Number of output layer units.

S’max : Maximum derivative of the unit transfer function.

wk j : Connection weight between an output unit k and a hidden unit j. 

When unit j is to be fused with the bias, 

Dbj(g 1,  g2) ≤ 1
O

 ( wk j
2∑

k = 1

O

) (S' max)
2σj

2 , (3.44)

Bholds instead. 

Proof

The map distance of two networks before fusion (g1) and after fusion (g2) is, 

Dij(g 1,  g2) = 1
MO

∑
m = 1

M

 {g1k m – g2k m}2∑
k = 1

O

 = 1
MO

∑
m = 1

M

 {s(u1km) – s(u2km)}2∑
k = 1

O

 , (3.45)

where s(u) and u are the (sigmoid) transfer function and the weighted sum of inputs of the output

units, respectively. Since a hidden layer unit pair was fused, the difference in the output layer unit

potential is small. Therefore, an approximation of 
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s(u1km) – s(u2km) ≅ s'( u1km) (u1km – u2km) , (3.46)

can be safely used. Using Eq. (3.46), the map distance will be written as, 

Dij ≅ 1
MO

∑
m

s'( u1km) (u1km – u2km) 2∑
k

= 1
MO

∑
m

s'( u1km)2 wk j(vj
p – sgn(ri j)

σj

σi
v

i
p)

2

∑
k

,

(3.47)

provided that u1km and u2km are close, with s’ being the derivative of the transfer function s. Using

the notation in Eqs. (3.17) and (3.18), the last expression is found. 

By using S ' max ≡ max{s' (u)} , we can write

Dij ≤ 1
MO

(S' max)
2( wk j

2∑
k

) {vjm – sgn(ri j)
σj

σi
vim}

2

∑
m

(3.48)

as the upper bound. The last summation can be further simplified by using relations {sgn(rij)}2 = 1

and 

rij = vimvjm∑
m= 1

M

 / Mσiσj , (3.49)

as

{vjm – sgn(ri j)
σj

σi
vim}

2

∑
m

= (vjm)2∑
m

 + 
σj

2

σi
2

(vim)2∑
m

 – 2sgn(ri j)
σj

σi
 vjmvim∑

m

= Mσj
2 + 

σj
2

σi
2
 ⋅  Mσi

2 – 2sgn(ri j)
σj

σi
 ⋅  Mσiσjri j 

= 2Mσj
2{1 – sgn(rij)rij}. (3.50)

Substituting Eq. (3.50) to Eq. (3.47), we have

Dij ≤ 2
O

(S' max)
2( wk j

2∑
k

)σj
2(1 – |rij|) . (3.51)

When unit j is to be fused with the bias, it is clear that 

vi = vb = 0. (3.52)

By substituting Eq. (3.52) into Eq. (3.48), we have, 

Dbj ≤ 1
MO

(S' max)
2( wk j

2∑
k

) (vjm)2∑
m

= 1
O

(S' max)
2( wk j

2∑
k

)σj
2. (3.53)

(End of Proof)

Theorem 1 can also be used to evaluate the distance of the hidden layer responses when the

input channels are fused in a three-layered network. However, for evaluating the map distance

measured at the output layer for the input channel fusion, the following theorem can be used. 

Theorem 2

Let the vector map of a three layered network be denoted by g1, and the map of the network with one

input channel j pruned by fusing with channel i, be denoted by g2. By denoting the distance of the

two maps by Dij(g 1,  g2), 
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Dij(g 1,  g2) ≤ 2
O

 {∑
k = 1

O

( wk nwnj∑
n = 1

N

)
2

} (S' max)
4σj

2(1 – |rij|)  (3.54)

holds with the following notations. 

O : Number of output layer units.

N : Number of hidden layer units.

wk n : Connection weight between output unit

 k and hidden unit n.

wnj : Connection weight between hidden unit n 

and input channel j. 

When channel j is to be fused with the bias, 

Dbj(g 1,  g2) ≤ 1
O

 { ( wk nwnj∑
n = 1

N

)
2

∑
k= 1

O

} (S' max)
4σj

2 (3.55)

Bholds.    

Proof

The map distance of the two models g1 and g2 is, 

Dij(g 1,  g2) = 1
MO

∑
m = 1

M

 {g1k m – g2k m}2∑
k = 1

O

= 1
MO

∑
m = 1

M

 {s(u1km) – s(u2km)}2∑
k = 1

O

. (3.56)

Using Eq. (3.46), the distance Dij can be approximated as, Dij ≅ 1
MO

∑
m

s'( u1km) (u1km – u2km) 2∑
k

      ≤  1
MO

(S' max)
2∑

k

{ wknh1nm∑
n=1

N

 – wknh2nm∑
n=1

N

}
2

∑
m

, (3.57)

as it was done in the proof of Theorem 1, with h1nm and h2nm denoting the hidden layer outputs of the

two models. It can be further written as, 

=  1
MO

(S' max)
2∑

k

{ wk n(s(u1km) – s(u2km))∑
n=1

N

}
2

∑
m

≤  1
MO

(S ' max)4∑
k

{ wkn(u1km – u2km)∑
n

}2∑
m

=  1
MO

(S ' max)4∑
k

{ wknw nj(v jm – sgn(ri j)
σj

σi
vim)∑

n
}

2
∑
m

=  1
MO

(S ' max)4 { wknw nj∑
n

}2∑
k

{vjm – sgn(ri j)
σj

σi
vim}

2

∑
m

(3.58)

=  2
O

(S ' max)4 { wknw nj∑
n

}2∑
k

⋅ σj
2(1 – |rij|),  (3.59)

using {sgn(rij)}2 = 1 and Eq. (3.49), again. 

When channel j is to be fused with the bias, vi = vb = 0 holds and Eq. (3.58) becomes,

Dbj ≤  1
O

(S ' max)4 { wknw nj∑
n

}2∑
k

⋅ σj
2 . (3.60)

(End of Proof)
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Theorems 1 and 2 give the upper bound of the map distance when a channel is fused with another

channel or with the bias. We will call the upper bounds in the right hand sides of Eqs. (3.43), (3.44),

(3.54) and (3.55), as Dij
max.  

The definitions of Dij
max indicate several interesting points. On fusion of two channels, the

practice to select the channel pair with the maximum absolute similarity is beneficial, for it will

suppress the distance of the two models. However, it is seen in Eqs. (3.43) and (3.54) that the

variance of the channel to be eliminated should be taken into account as well. For the case of merging

a channel with the bias, Eqs. (3.44) and (3.55) clearly shows that selecting a channel with minimum

response variance will help to suppress the map distance. 

In the neural network models used in this work, the maximum derivative of the transfer

(sigmoid) function S ' max is always 1. Under this condition, the two Theorems indicate that Dij
max are

the functions of the connection weights as well. Besides the nature of the channel responses, the map

distances can be suppressed by keeping the power of the weight vectors small. When repetitively

reducing the network model, pruning a unit by fusion does not give rise to the training error at the

early stage of training. However at the later stages of the training, unit fusion could cause a large

increase in the training error, and a longer additional training was necessary to recover. Since the

lengths of the weight vectors tend to grow monotonically as the BP training proceeds, the observed

phenomenon can be explained by Theorems 1 and 2. In view of this fact, one way to keep the map

distance caused by channel fusion may be the use of additional penalty terms in the error, which

prevents the lengths of the weight vectors to grow too large. This approach has been reported in the

context of structural learning with forgetting [18], which tries to decay the unnecessary weight

connections, for obtaining a simpler network.  

Only analyses of the proposed two model switching methods will be provided here. However,

any additional model switching strategy can be rated in the equal measure of map distance. Therefore,

use of map distance will suggest a multistrategy model switching scheme. 

A straightforward way of selecting the switching candidate would be to use the upper bounds

Dij
max in the Theorems 1 and 2 among the candidates directly. In this case, the model candidate with a

minimum Dij
max will have the highest fitness. This method will be called the minimum upper bound

(MUB) method.

As addressed above, the length of the weight vectors tend to grow monotonically when BP is

used without any penalty terms in the training criterion. Therefore, it can be foreseen that the

switching will occur only in the early stages of training when the MUB selection strategy is used.

This nature can be beneficial since the inefficiency such as the herd effect is known to take place in

the early stage of BP training. However, since the channels installed in place of the reduced channel

will initially have a near-zero weight vectors, repetitive selection of a newly installed channel may

occur, regardless of the efficiency of the channel’s response pattern. In such a case, an exceptionally
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longer passive epoch for the newly installed channel should be necessary. 

As an alternative to the MUB selection, only the factors in Dij
max that have their origin in the

natures of the channel responses may be extracted to be the detection criterion. This may enable to set

a switching criterion which is valid throughout the whole training process. It will also be equivalent to

using the MUB in a network whose weight vectors are normalized. A measure named effective map

distance (EMD) will be used as an alternative distance criterion. EMD ∆i j consists of the factors

originating in the channel response features among the upper bound of map distance Dij
max, and will

be defined as  

∆ij = 
σj

2 if i = b (bias),  

2σj
2(1 – |rij|) otherwise.

 (3.61)

Use of EMD for the fitness evaluation will be called the EMD method.

3.4.2 Map distance by unit splitting and installation

In expansion of the model, the new model includes the immediate model. Therefore, evaluating from

viewpoint of map preservation, infinite variations of new models and maps which perfectly preserve

the immediate map can be made. Therefore the map distances by unit splitting and installation were

calculated as being zero. 

3.5 Neural network pruning by unit fusion

In this section, the superiority of map preservation by unit fusion method will be shown in

comparison with the other pruning methods

3.5.1 Pruning examples

The fusion method used for model size reduction (pruning) was tested on several problems in

comparison with the other methods. Results of two typical examples will be presented here. Starting

from a network with redundant set of hidden layer units, one unit was pruned by each method every

time the network finished its training. After the pruning, the training was continued with the

remaining network. 

The increase of the error caused by the pruning and the number of presentations necessary for

re-learning was recorded at every pruning event. Neurons with sigmoid activation function having (0,

1) output range in Eq. (1.4) were used. The networks were trained with the normal back-propagation

learning rule, and no momentum term was used in updating the link weights. Here, the following four

pruning methods were compared.

1) Random pruning (Referred to as the “Random” method.) : A hidden layer unit to be pruned was

selected at random.

2) Pruning by similarity analysis (The rule 1 of Sietsma and Dow's method evaluated by unit
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similarity. Referred to as “Similarity” method.) : By the similarity analysis of Eq. (3.5), either unit

of the pair having maximum absolute correlation was pruned. No modification to the link weights

were made. Rules 2 and 3 were not used.

3) Pruning by calculating the sensitivity of the error to unit removal (Mozer and Smolensky's

method. Referred to as “Sensitivity” method.) : The sensitivity with respect to connection weight

wij is defined as

Sij = E(wij = 0) – E(wij = wi j
f ) , (3.62)

which is the increase of the error E caused by pruning link wij. Here, wij
f  is the link weight in the

redundant network finally reached by the initial training. The sensitivity defined in (3.62) was

summed up for the connections from a hidden layer unit to all the output units, to calculate the error

sensitivity to the removal of the unit, then the one yielded minimum sensitivity was pruned.

4) The fusion method presented in this thesis : The pair of neurons were selected by the similarity

analysis of Eq. (3.5), and they were fused into one using the “synchronous” method when rij> 0,

and the “alternate” method when rij< 0. 

A. The Encoding Problem

The first problem is the 8 bit encoding problem which is to learn an identity mapping of orthogonal

patterns [5]. The training input-output set consists of 8 pairs of identical unit vectors. Therefore, a

reasonably compact network to solve the 8 bit encoding problem will have 8 input, 3 hidden and 8

output units (8-3-8 network). The initial network configuration was set to 8-10-8. After the learning

was achieved, pruning and re-training took place alternately until it reached the minimal 8-3-8 set. For

both initial and re-training processes, the learning constant η was set to 0.5. Each training session

was continued until the mean squared error criterion of 0.0025 was reached. For each of the pruning

methods, 100 trials were made starting from random initial connection weights and thresholds chosen

from (–0.5, 0.5) range. In Table 3.1, it is seen that the fusion method reduced the number of training

pattern presentation for re-learning to 40 ~ 80% compared to “sensitivity” method, which proved the

second best. In the last column, the computational cost through the whole trial relative to that of

random pruning is shown. The cost is computed with an assumption that the computational cost

grows linearly with the number of the links [31]. The fusion method could cut 32% of the cost

compared to random pruning. 
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Table 3.1. The number of training presentations for initial learning and re-learning
after pruning in the encoding problem. The leftmost column for 10 hidden units is the
initial learning and the other columns show the iterations to recover damage given by
the pruning. In "Comp. cost" column, the relative cost of computation to reach the
minimal network is listed.

1. Random

2. Similarity

3. Sensitivity

4. Fusion

10

331.5

331.5

331.5

331.5

9

100.8

83.9

64.7

22.8

8

116.5

101.5

89.9

35.2

7

148.9

146.4

129.1

56.1

6

203.9

203.7

187.0

93.2

5

305.8

293.9

282.0

168.8

4

490.8

457.5

459.9

287.3

3

1243.2

1258.2

1251.7

1052.6

Comp. cost

1

0.97

0.93

0.68

H. layer units >

B. Simple character recognition
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...@...
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...@...
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@@@@@@@
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.@@@@..
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...@...
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..@.@..

.@@@@@.

.@...@.
@@@.@@@

Fig. 3.7. The 7×7 character patterns used for the pattern recognition problem. The
input is 0 for '.' and 1 for '@'.

Next, the four pruning methods were tried on a simple character recognition problem. The task is to

learn the 5 character patterns shown in Fig. 3.7. Each character consists of 49 pixels in the 7×7

domain. The network was trained to produce a different unit vector at the output for each of the 5

character patterns. The initial network was chosen to be a 49-10-5 network, and it was pruned to a

49-2-5 configuration. In contrast to the encoding problem, the appropriate size of the hidden layer is

unknown. Here, the minimum network configuration was chosen in accordance with the maximum

absolute similarity of the hidden layer units. This stopping criterion will be discussed later. The

learning constant η, the error criterion and the range of initial random weights/thresholds were set at

0.5, 0.01 and (–0.5, 0.5), respectively. For each method, 100 trials were made. The results are shown

in Table 3.2. It proved that the total computational cost was reduced to 2/3 using the fusion method

compared with the random pruning. When the network configuration is quite redundant, the fusing

method is greatly effective to reduce the re-training time. “Similarity” and “Sensitivity” methods

also enable some reduction of re-learning epochs compared with random pruning. However, when the

network is well pruned, “Similarity” and “Sensitivity” methods require same or even more re-

learning epochs compared with the “Random” method. This fact indicates that it is important to
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preserve the removed unit’s feature especially when the network becomes small. In Fig. 3.8, the

average increase of error due to the pruning is plotted. It is seen that pruning by fusion gave only 1/2

~ 1/10 damage to the mean error compared with the other methods, and hence the recovery by post-

pruning learning was easier throughout the iterated pruning.

Table 3.2. The number of training presentations for initial learning and re-learning
after pruning for the character recognition network.

1. Random

2. Similarity

3. Sensitivity

4. Fusion

10

79.9

79.9

79.9

79.9

9

20.3

17.5

9.0

0.1

8

23.8

19.1

13.9

0.6

7

29.3

25.7

20.0

1.9

6

42.1

35.0

26.8

5.3

5

56.4

47.1

39.3

10.2

4

96.6

82.2

86.0

23.0

3

173.0

167.1

174.6

128.0

2

1213.6

1297.3

1252.3

1084.6

Comp. cost

1

0.98

0.93

0.68

H. layer units >
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Fig. 3.8. The average increase of error when a unit is pruned, for each of the four
pruning methods.

3.5.2 Discussion

Maintenance of linear independence among the extracted features

In the pruning experiments, the decision whether or not to prune another unit was made according to

the maximum absolute similarity of the hidden layer units R, defined as,

R = max(|rij|) . (i,  j ∈ 1,2,  ...,  N ,  i ≠ j) 

N: Number of hidden layer units. (3.63)
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Through the application of the fusion method to many problems, it was observed that, when R

reduces to values as small as 0.1 after several fusions, no more pruning can be done (Fig. 3.9), and

further pruning will produce an overpruned network. However, there were a few exceptions. On

problems such as the parity problem [5] (Output is 1 if the input has even bits of 1’s, and 0

otherwise) and the rule-plus-exception problem[30][31] (Implementing x y ∨ x y z u), maximum

absolute similarity R were not small enough even when the networks were pruned to theoretically

expected minimum sizes. So, it can be said that maximum absolute similarity R does not always

reduce to a small amount when the minimum configuration is reached, however for most of the

problems, it is a worthwhile rule of thumb that the pruning ought to be stopped when R does

decrease to the vicinity of 0.1. 
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Fig. 3.9. The change of maximum absolute similarity as the pruning proceeds.
XOR: Learning the EX-OR function. Minimal network is 2-2-1.
Encoding: The 8-bit encoding problem. Minimal network is 8-3-8.
AEIOU: The recognition problem of the five character patterns 'A','E','I','O' and 'U'
shown in Fig. 3.7. A 49-2-5 net was minimal.
A to Z: The recognition of full 26 alphabet character set from which the training set in
Fig. 3.7 originate. A 49-5-5 net was minimal.

When the unit responses in Eq. (3.5) can be assumed to be binary values, i.e. hi,  hj ∈ {0,  1},

the similarity measure of two units rij can be written as, 

rij = 
Mmij – aiaj

aiai(M – ai)(M – aj)
1/2

 , (3.64)

with P, ai, aj and mij being the cardinalities of the training pair set, training subset which satisfies
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hi = 1, hj = 1, and (hi = 1)∩ (hj = 1), respectively. 

The linear relation of m  and rij of a case when M = 100 and hi = hj = 50 in Fig 3.10

shows that the section of mij which gives the non-fusing range of –0.1  ≤ rij ≤ 0.1 will be,

22.5 ≤ mij ≤ 27.5. It is clear that when the maximum absolute similarity R falls in this range, the

responses of the hidden layer units against the training inputs are almost perfectly independent, and

further pruning will cause a overpruned state that can be hard to recover with the remaining set of

units.
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Fig. 3.10. The linear relations between the number of the training sets that the two
units jointly fire (m) and the unit firing similarity (rij). The shaded area shows the
non-fusing range of –0.1  ≤ rij ≤ 0.1.
 
The example above assumes the case when the training points in the feature space are evenly

divided to the discrimination borders defined by the hidden layer units, which also corresponds to the

case which the hidden layer firing pattern variances are at their maximum. In actual training of the

network, this is rarely the case. Another linear relation of mij and rij when  P =100 and hi = hj =

10 is also plotted in Fig. 3.10. This is a case which both units fire only to the small portions (10%) of

the whole training set. This type of firing patterns will be necessary in a classification problem of

many classes with a winner-takes-all encoding in the hidden layer, such as clustering using localized

kernel functions as in the case of Radial Basis Function (RBF) networks. It is seen in Fig. 3.10, that

even when m=0, corresponding to a case when the two units are firing against a separate subset, the

units will be fused in the alternate mode, which is not desirable. 

It is not possible to clearly determine a non-fusing range for all kinds of classification

problems. Examples of relatively inefficient and efficient cases of feature space segmentation are

shown in Fig. 3.11. In the real-world problems, the solutions will be the combinations of the two

cases. Namely, the distributions of the training sets of a classification problem may allow for some

classes to be encoded efficiently as in Fig. 3.11(b), but for some classes a winner-takes all encoding
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of Fig. 3.11 may be unavoidable. 

(a) (b)

Fig. 3.11. Distribution of the training inputs in the feature space for a virtual five class
classification problem. P=25. (a) The winner-takes-all encoding where a hidden layer
unit fires selectively to a particular class input. For any hidden unit pair (i, j),
ai=aj=5 and m=0. Thus, rij= -0.25. (b) Segmentation of the feature space in a
more efficient way with less hidden units. For any hidden unit pair (i, j), ai=aj=10
and m=5. Thus, rij= 0.17.

When the class distributions have intricate borders, even the winner-takes-all encoding may not be

sufficient. However, it may be a worthwhile criterion to set the non-fusing border R to allow the

winner-takes-all encoding for all the classes. 

The merit of model switching by weight compensation

The fusion method can be used as a new technique for pruning redundant hidden units in layered

neural networks which, in contrast to the conventional unit removing methods, fuses two units into

one so that the properties of the two are preserved. Through computer simulations, it was shown that

the re-learning required to regain the capability after pruning can be reduced drastically where the

network is well redundant, and to 70 ~ 80% even when the net is sub-minimal compared with the

other pruning methods. This amounted to 30 ~ 40% reduction of the total computational cost to reach

the minimum configuration on our simulations. Although additional tasks such as firing pattern

similarity analyses to choose the fusing pair candidates and modifications on link weights are

necessary, they are required only once before pruning. These tasks correspond to negligibly small

amount of computational overhead in the course of iterated training. It was seen that when the fusing

method was used, the damage given to the network (or the increase of error) was significantly smaller

(1/2 ~ 1/10) than the other methods. This feature enables the quick recovery after the pruning even

when the network is less-redundant and conventional pruning methods are ineffective. The strategy to

fuse the pair of units having maximum absolute similarity is most effective when the training patterns

are evenly distributed in the input pattern space. When the training patterns are quite unevenly

distributed, the method may lose advantage by attempting to fuse a non-redundant pair of similarly
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firing units.

A pruning technique similar to the fusion method have been independently proposed by

Sietsma and Dow [33], where only the weights between the hidden and the output layer are changed

in the similar way as proposed here. A comparison in the style of the experiments in the former

section has been done in [42]. There the relative computational cost to reach the minimal network

rated (Proposed fusion method : Sietsma & Dow’s method = 0.68 : 0.71), which showed the

advantage of the fusion method which employs the modifications of the weights between the hidden

and the input layers. This fact was also confirmed by the comparison of the average increase of MSE

when a unit was pruned, where the fusion method was superior. 

3.6 BP training with MS controlled by the MS Index

In view of the fusion method’s success in network pruning, a network that automatically adjusts itself

to a minimal size, according to the framework introduced in Chapter 2, was developed. The proposed

training algorithm selecting the occasion of MS by the MS Index was compared with a conventional

method. From the experiments, it will be shown that the proposed method enables to obtain a small

model with high generalization ability, in a very efficient manner. 

In Table 3.3, the features of the training method and the network is summarized. 
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Table 3.3. Features of the network and the training method. 

Objective of MS� 1. Efficient training
� � 2. Small model realization

General
• Network type� 3 layered network with 2 layers 
� � of first order sigmoid units.

• MA scheme� MS consulting MS Index. 
� � Add/remove hidden layer units.

MS
• Scheduling� Unlimited model 

• Fitness Evaluation� Map preservation (inheritance)

• Fitness Index�

• Stress Index

• MS Index

• MS candidate
� � Unique map by unit splitting

� � All possible by unit fusion

IS(E, ∂E
∂t

) = (E – E0)(
∂E
∂t

+ I0)

IF(fN, f 'N) = 1 – D(fN, f 'N)

IMS = IFIS

(IMS ≥ 0)

(IMS < 0)

3.6.1 Experiment – Training speed and generalization ability –

The proposed training method was tried in a classification of 7×7 bitmap patterns of the 26 alphabet

characters. Some of the patterns to be learned are shown in Fig. 3.7. The training process of the

proposed network whose features are shown in Table 3.3 was compared to another network

employing conventional MA timings.

Common conditions

Training input : 26 alphabet characters in 7×7 bitmap

Output encoding : Unit vector output

Initial network model : (input-hidden-output) = (49 - 1 - 26)

Target error E0 : 0.01

Training gain η : 0.04

Initial map after MA : Unit fusion and splitting

Selection scheme : Map distance (map preservation)
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Termination condition : Trained network of (49 - 5 - 26) model reached. 

Network 1 (BP with MS : proposed)

MA occasions : Determined by the MS Index. 

Misc. settings : I0 = 2.0×10–3,  IMS
+  = 1.4×10–4,   IMS

–  = –5.0×10–8

Network 2 (BP with conventional MA timings)

MA occasions : Expansion : Split when not trained after Npassive epochs.

Reduction :  Fuse when trained. 

Misc. settings : Npassive = 50

A. MS and training speed

In Fig. 3.12, the change in the number of hidden layer units and the training error for the two

networks are shown for a typical trial. 

In the conventional approach, the initial model expansion is  very slow. This may seem to be

due to the long interval (50 epochs) for evaluation of the training progress, however, when the interval

was made smaller, there were cases such that the training would not end due to repetitive expansion

and reduction of the model size after the training have mostly converged.

In the proposed method using MS, besides the fast expansion of the model, it should be noted

that the reduction of the model has been started already before the error have converged. Quick initial

expansion and prediction of convergence contributes to the quick learning in the method with MS. 

The ratio of the computational time for the two methods averaged for 10 trials were

(conventional : MS) = (100% : 69.8%) . It is clear that the method enables to obtain a small model

very efficiently. 
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Fig. 3.12. The change in the number of hidden layer units, training error and the MS
Index for the proposed training method with MS and the method with conventional
MA occasions. MS occasions are shown with circular markers in (c). 

B. Escaping from local minima

When the minimal 49-5-26 network with no MA was used, almost half of the training attempts got
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caught in a local minima of the error potential function. However, when the proposed training method

with MS was used, quick escape from the local minima was also possible as shown in Fig. 3.13,

allowing all the attempts to reach the global minimum. 
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Fig. 3.13. The progress of training for the case when the proposed method was
captured at a local minima (ca. 350 epoch). After several attempts to escape by re-
expanding the model, the training was successfully accomplished. 
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C. Initial map selection by unit fusion/splitting and generalization ability

When the networks trained by the MS method was evaluated by a noisy input, it was found that the

they possessed higher generalization abilities when compared with networks trained without any

model alterations. The reason for this result will be discussed in the next section. 

On testing, the networks were evaluated by test sets with random 2 positions among the 49

inputs being reversed as the added noise. The average rates of correct recognition for 10 trials are

shown in Table 3.4.

 
Table 3.4. Comparison of the generalization ability by the recognition rates of the
noisy inputs.  

Model
Recognition rate (%)

Plain BP BP with MS

49-5-26

49-6-26

91.593.1

92.395.0

3.7 Initial map selection by unit fusion and generalization ability

3.7.1 Projection learning

In [54]-[58], Ogawa and his group give a formal framework for implementing various classes of

generalization abilities to layered networks. Here, their results will be summarized, mainly weighting

to the essence of projection learning.

Conditions and notations

Target function

The theory of neural network training in [54]-[58] is formalized as a method for obtaining the best

approximation function of the true scalar function f(x), with x being an input vector. The function f

is assumed to be an element of a reproducing kernel Hilbert space (RKHS) denoted by H. The

reproducing kernel  in H can be expressed as

 K(x ,  x ' ) = ϕs(x)ϕs(x ' )∑
s=1

dim H

(3.65)

using an orthonormal basis {ϕs(x)}s = 1
dim H in H.

Neural network

The network which tries to implement an approximation function f0, has a layered structure of L
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inputs, N hidden units and one output unit. The hidden layer units work as an array of basis

functions {hn}n=1
N , which spans a function subspace in H denoted by SN. The weights from the

hidden layer to the output unit form a set {wn}n=1
N , also expressed as, w  = (w1 w2 ...  wN)T in a

vector form. The approximation function implemented by the network will be, 

f0(x ) = wnhn(x )∑
n=1

N

 . (3.66)

Training set

The training set consisting of true input-output pairs is denoted by {(xm,  ym)}m=1
M  . Here,

{ym = f(xm)}m=1
M  holds. The selection of the training inputs will introduce the sampling operator 

A = (em
(M)⊗K(x ,  xm))∑

m=1

M

, (3.67)

where {em
(M)}m = 1

M  is a set of M dimensional unit vectors with their m-th element being unity. The

operator “ ⋅  ⊗ ⋅  ” denotes the Schatten product defined by (f1⊗ f2)f3 = (f3,  f2)f1. The 〈f1 ,  f2〉

operator denotes the inner product of f1 and f2. Using the sampling operator, the training outputs

y  = (y1 y2 ...  yM)T can be expressed as y  = Af  . Additionally the reproducing kernel matrix K is

defined as K  = AA *. 

Projection learning

The projection learning is an estimation of the orthogonal projection of the original function f to a

subspace in H . Since the maximal subspace which this is possible is R(A *), an orthogonal

projection of f to R(A *) denoted as f0 will be estimated. The approximation function f0 obtained in

this way is optimal in the nature that it is the closest function to f within R(A *). The learning

operator of projection learning can be written as, 

A (P) = A † + Y(IM – AA †), (3.68)

where Y is an arbitrary operator mapping from R M to H, IM is the M × M identity matrix, and A † is

the Moore-Penrose generalized inverse of the sampling operator A. The process of training set

selection and estimation of the approximation function in projection learning is illustrated in Fig.

3.14. 
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A (P) = A † + Y (IM – AA †)

f
H A

RM

R(A *)
f0

A (P)

y = (y1 ... yM)

A = (em
(M)⊗K(x, xm))Σm=1

M

K(x, x' ) = ϕs(x)ϕs(x' )Σ s=1
dim H

{ϕs(x)}s = 1
dim H

K = AA *
{xm}m=1

M

H

Fig. 3.14. The process of training set selection and projection learning. Selection of
the RKHS H will determine the set of basis functions and the reproducing kernel.
Further, selection of the training inputs will determine the sampling operator and the
reproducing kernel matrix.

Projection Generalizing Neural Network (PGNN)

The projection learning can be implemented in a neural network by the following procedures. 

1. Select the number of hidden layer units as N ≥ rank K .

2. Select the hidden layer basis functions {hn}n=1
N  so that SN ⊃ R(A *) holds.

3. Set the weight vector as 

w  = {(U*)†A (P) + (IN – UU†)T } y  , (3.68)

where T is an arbitrary N × M matrix, and operator U is defined as 

U = (en
(N)⊗hn(x))∑n = 1

N  . (3.69)

The network function determined in this way will be equivalent to the projection learning, for,

f0 = U*w  = A (P) y  . (3.70)

Admissibility of memorization learning with respect to projection learning

Since the BP training of layered networks using the criterion in Eq. (1.1) is memorization learning,

the conditions when memorization learning will implement projection learning at the same time, is

most important. In the following, the memorization learning criterion and the projection learning

criterion will be denoted as JM and JP, respectively. The set of learning operators obtained by criterion

J will be denoted as A{J}. 

Partial admissibility A{JP} ⊂ A{JM} always holds. Further, under conditions of N(A) = H or
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N(A) = {0}, complete admissibility�A{JP} = A{JM} holds. The former condition of complete

admissibility is of no practical importance for it is equivalent to the case when all training outputs are

0. The necessary and sufficient condition of the latter condition has been derived to be,

rank K  = dim H . (3.71)

If the training set which defines the reproducing kernel matrix K is selected so that Eq. (3.71) holds,

projection learning will always be achieved by memorization learning. 

3.7.2 Hidden layer basis functions limited by unit fusion

In case of training a three-layered network such that the basis function set {hn}n=1
N  is also acquired

by the training process. Additionally, since there is no freedom of choosing the training sets at will,

the condition in Eq. (3.71) cannot be satisfied. 

However, even under such constraints, there can be several measures to take for improving the

generalization ability of the network, namely to make the approximation function closer to f0. 

Since the search space for the approximation function will be spanned by the hidden layer

units basis {hn}n=1
N , it is better to employ a basis function set that are linearly independent to each

other. However, as the N(A) component in the subspace spanned by the basis will be harmful to the

generalization ability, N(A) component should be reduced. 

The basis function can be written in a form of sums of the components of R(A *) and N(A) as,

hn = nn + rn  , (n = 1,2,  ...,  N) (3.72)

nn ∈ N(A) , rn ∈ R(A *) . 

The responses of the hidden layer units against the training inputs {xm}m=1
M  are,

hn(xm) = rn(xm). (3.73)

Therefore, in detecting the reducible factors by unit fusion,  similarity and variance reflect the nature

of components {rn}n=1
N  . In unit fusion, the reduction candidates are units such that, (a) the response

variance is low (variance detection), or (b) response is similar to another unit (similarity detection).

When (a) is applied, it is clear that it will contribute to the units with less  rn ∈ R(A *) components.

This may contribute to “pruning” the nn ∈ N(A)  factors.  When (b) is applied, the redundancy

among the rn ∈ R(A *) will be reduced. In case of the above experiments, it can be considered that

reduction of nn ∈ N(A) factors are contributing to improvement of the generalization ability. 

When further limitations such as | |hn||2 = 1 applies in a case of limited model scheduling

introduced in Sec. 2.3.2 in which the the reduced basis functions will be re-defined and reused,

repetitive hidden layer unit fusion and installation can gradually reduce the nn ∈ N(A)  factors, and

make the subspace spanned by the basis function set {hn}n=1
N , close to R(A *), which will further

contribute to the improvement of the generalization ability.

3.8 Smooth model switching controlled by the MS Index
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In this section, a variant of the training method governed by the MS Index, which allows a smooth

change in the model by controlling the linear independence of the responses of the hidden layer units

will be introduced. In the following, unit fusion is done only by the similarity detection. Therefore the

Fitness Index for map preservation defined in Eq. (3.2) is evaluated in EMD method and further

simplified to, 

IF(fN,  f ' N) = 1 – |rij| (3.74)

where rij denotes the similarity of the channel pairs to be fused when switching from map fN to f’N.

3.8.1  Linear transformation and the modified training rule

As seen in the previous sections, model switching, especially pruning causes an increase of error.

This increase of error is caused by the mapping discrepancy in the two maps, which can sometimes

cause the training to lose the accumulated map totally. 

Here, reduction of the increase in the error caused by unit fusion and splitting have been tried

by changing the weights from the hidden layer to the output layer gradually, spending several

additional training epochs, instead of a sudden change. In the following, the units use bipolar

activation functions defined in (1.5) with (–1, 1) output range. Now, let us think of a matrix defined

as 

X  = 
1 – |ξ| ξ

ξ 1 – |ξ|
 . (3.75)

The parameter ξ in X is varied within the (–0.5, 0.5) domain. If ξ = 0, X = I. If ξ = 0.5, then

(oi
, oj

,)T = X (oi oj)T would be a projection to oi
, = oj

,. And if ξ  = –0.5, X (oi oj)T would be a

projection to oi
, = –oj

, . This transformation will be applied to the output signal of the unit pair which

is to be fused, or the pair just split. Since the parameter ξ controls the effective independence of the

two channels, it will called the crosstalk parameter.

When a pair is to be fused, ξ will either be increased or decreased starting from ξ0=0,

thereby effectively limiting the independence of the two channels with the BP training continuing. By

employing this gradual transformation, the mapping gap between the models on switching can be

reduced to zero. Similarly, when a pair was made by splitting, ξ will be initially set to ξ0=0.5,

forcing the pair to fire synchronously. Then, ξ will be gradually decreased to 0. 

The parameter ξ will be changed externally using the amount of the MS Index IMS.

Parameter ξ will be calculated as the function of IMS as, 

ξ(IMS) = ξ0 – sgn(rij) F IMS(t)∑
t

 , (3.76)

where F is a monotonically increasing function, and the sum of IMS is taken since the last time ξ

was reset to ξ0. The scheme of splitting and fusion in relation with the firing modes and the

crosstalk parameter ξ is shown in Fig. 3.15.
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Fig. 3.15. The scheme of the continuous fusion and splitting of a unit pair controlled
by the crosstalk ξ.
 
The linear transformation by matrix X affects not only the forward signals but also the

backward error signals. In order to decrease the error in gradient descent manner, the backpropagated

error δ in Eq. (1.9) must be redefined for the units with the transformed outputs. For the units i and

j, δim and δjm are, 

δim = δkm wk i (1 – |ξ|) s'( uim) + wk j ξ s'( ujm)∑
k = 1

O

, (3.77)

and

 δjm = δkm wk i ξ s'( uim) + wk j (1 – |ξ|) s'( ujm)∑
k= 1

O

 , (3.78)

respectively. 

3.8.2 Phase transition during the training

The training with hidden layer unit splitting and fusing has four activation phases. “Active”,

- 66 -



3. Model switching in BP training of Multilayer Perceptrons

“Passive”, “Intermediate-Synchronous” and “Intermediate-Alternate”. The transition flow of the

phases are illustrated in Fig. 3.16.

Passive Phase

This mode takes place for a certain length of time, when the network starts learning or immediately

after the unit fusion. This phase is necessary because the error value tends to be disturbed for a while

after such events. During this phase, the network is trained with plain BP rule. After a given length of

time (epochs), the network turns to be in the Active phase.

Active Phase

This is a short (only one epoch) phase after the Passive mode. The flow is branched to other phases

according to the MS Index IMS . On reducing the model, a new pair of hidden layer units are chosen

through similarity analysis, and the network will enter an Intermediate phase to fuse them. When

expanding the model, a unit is selected and will be split. Transformation parameter ξ of the split pair

would be set to 0.5.

Intermediate Phase (Synchronous / Alternate)

This is when a pair of units is on their way of fusing, or has been split but still not throughly

separated (ξ ≠ 0). Because the direction of change depends on IMS, a pair once started to fuse (ξ
→ 0.5 or ξ → –0.5) may stop and return to an independent pair of units (ξ → 0). There are two

subphases in this phase; Synchronous and Alternate, denoting the firing modes of the selected unit

pair. In the Synchronous phase, ξ is limited to be within [0, 0.5]. At every training epoch, the value

of ξ  is updated according to Eq. (3.76). When ξ reaches 0, the units are independent from each

other. At the other extremity when ξ = 0.5, the units are fused. In the Alternate phase, ξ is in [–0.5,

0] domain. Again, when ξ = 0, the channels will be independent and when ξ = –0.5, two units will

be fused. The Passive phase will take place after the Intermediate phase.
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Fig. 3.16. The phase transition flow during the training of the network with hidden
layer unit splitting and fusing. 

3.8.3 Experimental results

The proposed learning algorithm with model switching was applied to networks being trained for two

problems, to observe the ability of self-adjusting the hidden layer size. The problems tried were the

XOR problem and an alphabetical character recognition problem. As for the function F for

calculating ξ from the accumulated stress, a bipolar double sigmoid function with hysteresis as

defined and plotted in Eq. (3.79) and Fig. 3.17, respectively, was used. The saturating growth of the

sigmoid function is employed for stabilizing the effect of the accumulated stress, and the hysteresis

curve is for avoiding the jittering repetition of splitting and fusing. 
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0

0.5

x

–0.5

0.25

F(x) 2d

(a)

(b)

(c)(d)

m–m

Fig. 3.17. The attenuation function with hysteresis applied to the accumulated stress
for calculation of the crosstalk ξ. The four curves (a) – (d) are defined as 

F(x) = 

a(x – m – d) (a) Synchronous,  Fusion
a(x – m + d) (b) Synchronous,  Splitting
a(x – m – d) – 0.5 (c) Alternate,  Splitting
a(x – m + d) – 0.5 (d) Alternate,  Fusion

 , (3.79)

where
a(x) = 0.5{1 + exp(–x)}–1 . (3.80)

For m and d, 0.25 and 1.0×10–4 were used. 

XOR problem

This is a famous problem of training a network to mimic an XOR logic gate. Since the class

distribution of the input patterns are not linearly separable, it is not learnable by a single perceptron

[2][5]. The minimal network configuration in the three layer style is known to be a 2-2-1 network.

The initial network was set to be a 2-1-1 network, which is has an equivalent learning ability to a

perceptron. The parameters were set to  η = 0.1, E0 = 0.04 and I0 = 0.1, respectively. The number

of the Passive epochs was 20. The number of hidden layer units, the error E and the crosstalk ξ are

plotted throughout a training process of the network in Fig. 3.18. 
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Fig. 3.18. The change of the number of hidden layer units, the error E and the
crosstalk ξ during training the network for the XOR problem. 

In Fig. 3.18, it is seen that the number of hidden layer units quickly increased initially. After the

accomplishment of the target error criterion E0, the accumulated stress turned to negative, and the

hidden layer units were fused one by one. Even after reaching the minimal 2-2-1 network, the

accumulated stress was still negative, and the (negative) crosstalk between the final unit pair grew.

This resulted in the increase of the error, which converged at the target E0. 

Alphabetical character recognition

To see how the system performs when the size of the network is larger, it was tried in a classification

of 7×7 bitmap patterns of the 26 alphabet characters. The network was trained to produce a 26-bit

unit vector assigned to each character pattern. According to the preliminary experiments using

MLP’s without hidden layer adjustment, the minimal size that could obtain the map was a

configuration of 49-5-26. 

On trying with the proposed network, the initial configuration of the network was set to 49-1-

26, and the parameters of η = 0.1, E0 = 0.01 and I0 = 0.1 were used. The number of the Passive
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phase epochs was set to 10.    

The result of the network’s training and size-adjustment is shown in Fig. 3.19. The splitting

and fusing occurred in the same manner as in the XOR problem. After pruning to 49-5-26 network,

the error E rose and trembled at E ~ E0 (= 0.04). There, the curve of parameter ξ became flat.

Therefore, the network was regarded to have reached the optimal size when {The change in ξ during

the past 500 epochs} < 0.01. Out of 20 trials, one attempt failed to converge, 4 converged to a 49-6-

26 network, and 15 converged to the minimum 49-5-26 network. Thus, it can be concluded that the

network adjusts itself to a sufficiently small size at a high rate.
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Fig. 3.19. The change of the number of hidden layer units, the error E and the
crosstalk ξ during training the network for the alphabetical character recognition
problem. 

3.8.4 Discussion

In the above experiments, the stress parameter was defined so that the number of hidden layer units

will converge to the minimal size in which the training could be accomplished. The hidden layer size

to which the algorithm converges can be controlled in an indirect manner by setting a target maximum

absolute similarity R0, and using a Fitness Index definition of 

IF = 1 –  ri j  – R0 . (3.81)
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The target R0 will control the degree of orthogonality of the hidden layer basis functions. When R0

approaches 0, the required orthogonality will be stricter, resulting in a smaller hidden layer. When

R0 approaches 1, the restrictions will become milder, and will result in a larger hidden layer. 

Networks of various hidden layer size were generated in the alphabetical character recognition

using the layer size adjustment algorithm with the MS Index defined in Eq. (3.81). The networks

were evaluated by test sets with random 2 positions among the 49 inputs being reversed as the added

noise. The average rates of correct recognition for 10 trials each are plotted for the networks with

model switching based on the stress of Eq. (3.81), controlling the maximum absolute similarity R

and those without any model switching. In the results, it is notable that the recognition rates for the

networks made by the proposed algorithm give higher classification rates, especially when the model

size is small. In view of the discussion of model selection and generalization ability in Sec. 3.7.2, the

results can be explained. When linear independence among the basis functions of the hidden layer

units are forced by the proposed model switching scheme, the dimension of the function space

spanned by the hidden layer S ' NBP will always be larger than those obtained by BP training without

any restrictions. Thus the search space for the approximation function will be larger, resulting in a

better approximation of the true function f. 
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Fig. 3.20. Comparison of the classification rates of the noisy inputs for the network
trained with plain BP and those trained with the proposed algorithm for model
switching during BP training. The maximum absolute similarity of the hidden layer of
the networks trained by the proposed algorithm is shown as well. All results are
averages of 10 trials.   
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3.9 Summary

In this chapter, MS was implemented in the BP training of MLP networks. As the Fitness Index for

selecting the initial maps, degree of map inheritance was evaluated. First,  a method of measuring the

degree of map inheritance, named map distance was defined. Further, the Fitness Index using the

map distance measure was defined for use in the network training with MS. Then, newly proposed

methods for MA, named unit fusion, splitting and installation were introduced. In order to simplify

the map distance evaluation process, an approximate method for estimating the map distance caused

by the unit fusion was introduced using the theorems giving the upper bounds of the map distances.

The proposed methods for MA was applied to network pruning. The unit fusion method was

compared with several well known pruning methods. In the experiments, the superiority of the unit

fusion method in map preservation was shown. Then, the proposed MS according to MS Index

preferring map preserving candidates was applied to the BP training. There, it was shown that the

whole training process of obtaining a small trained network, will be much efficient when MS by MS

Index was used, in comparison with the conventional MA strategies. Further, the relation between the

generalization ability of the network and the selection of the initial map in the new model using the

proposed MA methods and map distance, was discussed. There, it was shown that altering the model

by unit fusion has a positive effect to improving the generalization ability of the network. As a variant

of the proposed training method by MS, a method which allows a smooth change in the model by

controlling the linear independence of the responses of the hidden layer units was introduced. There,

it was shown that the training process will smoothly converge to a small network attaining the target

training error. 
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Chapter 4
Model switching in Radial Basis Function networks
and hybrid networks

4.1 Introduction

4.1.1 Pattern recognition using locally tuned kernel functions  
When the model of the a posteriori probability distribution function (PDF) of each class is

unknown, but can be assumed to be a smooth and continuous function, firm class information resides

only at the training set element points and their close neighborhood. When a new input is distant

from either of the training inputs, it is desirable if it points out that the certainty to the class estimation

for the input is low, or simply that the answer is unknown. Use of certainty factors or memberships

based on the distances from prototypes are common in order to implement this kind of feature.

Among the neural network models employing nonlinear discriminant functions, those with

locally tuned convex kernels, such as the RBF net  [20][25] are popularly used for clustering [21]

and approximation of class probability density functions (PDF) for further classification [22]. 

When the membership function of a class of data is to be estimated using a set of training

sets, especially for the sake of classification, a popular method will be to define the membership

function as an estimate of the PDF for use in the Bayes decision making [3]. On estimating the PDF,

methods such as the Parzen’s method [1][3][4] are available, which defines the estimation to be the

sum of a set of locally tuned kernel functions, each center positioned at a training input belonging to

the class. The Probabilistic Neural Network (PNN) model introduced by Specht [22] is a direct

implementation of this process in a neural network style. PNN relies on the Parzen estimation of

PDFs [1][3] as the sums of identical kernel functions positioned at each training input. Although this

is a very generic approach, the computational cost can be a concern, since the cost of calculation of

the PDF will grow in proportion to the number of the class training input. For the reduction of the

computational cost, it would be convenient if the whole PDF can be approximated by another (larger)

nonlinear discriminant function. 
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Fig. 4.1. The Parzen’s estimation of the probability density functions, defined as the
sums of the kernel functions localized at the training inputs. 

The same task of building the classifier can be viewed as finding an approximation function f(x)

from a finite set of sampled data, namely to solve the inverse problem to reconstruct the original

function f0(x), as discussed by Ogawa[54][57] and reviewed in Sec. 3.7.1. A trivial way of

satisfying the requirements for constructing a projection generalizing neural network would be to use

a set of M hidden units each of which basis function is a point spread (kernel) function positioned at

each training input.

A similar result has been reported by Poggio and Girosi in [20], on obtaining an

approximation function which minimizes the cost function defined as the sum of the training error

and the regularization penalty term. The derived solution is a linear weighted sum of M Green’s

function [6] of the self-adjoint differential operator of the penalty term.

The strict derivations reviewed above all require that the number of hidden layer units are

equal or greater than the number of training sets. However, this is an unrealistically severe condition

when implementing the network in a computer, especially for a large-scale problem.

4.1.2 MS in obtaining a reduced model with suitable class borders

One compromise, especially possible in classification problems where the approximation

functions are indicator functions, would be to use less number of kernel functions (hidden units),

each representing a subset of training data. An extreme case would be when the class PDF is known

to be a well defined function such as the Gaussian distribution, where each class can be represented

by a single kernel function. Use of reduced kernels have been tried in the context of PDF estimation

named the Reduced Parzen Classifier by Fukunaga et. al [3], and function approximation by the

Generalized Radial Basis Function Networks by Poggio and Girosi [20], both using Gaussian

kernel functions.

In obtaining a trained network of the reduced model, MS may be applied for gradually

reducing the model, when a scalable kernel such as Gaussian function is used. In this chapter, BP

training by MS will be used for reducing the model size and training the network simultaneously, in
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an efficient manner. For the efficiency, map inheritance is important as was the case in Chapter 3.

Therefore, the degree of map inheritance will be used as the Fitness Index among the switchable

candidates. 

In addition to the map inheritace attribute, selection of the switchable candidates by the nature

of the class borders will be tried. On applying MS to the RBF-type networks, further measures for

selecting the switchable model, in favor of higher ability for recognizing the unfamiliar inputs, will be

taken. In the latter half of this chapter, Fitness Index for selecting the order of the class borders will

be introduced. 

In this chapter, MS in RBF networks and hybrid networks will be discussed. In Sec. 4.2, A

network consisting of RBF type hidden units, named Hyperellipsoid Clustering Network (HCN) will

be introduced. The applicability of MS to HCNs for efficient training, realization in a small model,

and improvement of the rejection ability of unfamiliar inputs, will be sought. By using the training

method, it will be shown that above goals will be attained. In Sec. 4.3, applicability of MS to networks

with mixed configurations of first and second order units in its hidden layer will be tried. There, an

additional operation for switching from a second order unit to a set of first order unit will be

introduced. By combining the method with unit fusion and installation methods introduced in the

former chapter, a method for BP training with MS for the “hybrid” network, in the style of Fig. 2.3

will be introduced. The algorithm will be applied to a classification problem requiring class borders

of different natures, and it will be shown that the generalization ability can be improved as an efficient

characterization of the classification borders will be possible.

4.2 MS in Hyperellipsoid clustering networks

4.2.1 Hyperellipsoid clustering network (HCN)

The network introduced here belongs to the higher-order network models that allow the potential u

to be n-th order (n ≥ 2) polynomial discriminants in the input feature space. Since the decision

border is nonlinear, a more flexible segmentation of the feature space is possible, with the cost of

increased number of parameters. The idea of the higher-order threshold logic unit (HOTLU) already

appears in the early days of research on neural networks [2], but they were not used for real world

applications due to the curse of dimensionality (explosion of the number of terms) [4]. Supervised

training rules of the HOTLU appeared in [16]. There, it is addressed that by analyzing the problem

domain and selecting the HOTLU unit with appropriate terms of a modest number, the network can

learn and generalize very efficiently. The general supervised training rule of multilayer HOTLUs in

the backpropagation style appeared in [5] and [17]. The training rule employed in this work

conforms to the general backpropagation rule, with some additional restrictions.

In the network model used here, the hidden layer unit order is limited to two. Furthermore, the

potential of the n-th unit in the hidden layer is constrained to be formally of
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un = rn
2 – ||Hn (x – µµµµn)||E

2 = rn
2 – (x – µµµµn)THn

THn (x – µµµµn) , (4.1)

using the following notations : 

rn ∈ R  : The radius parameter.

µµµµn = (µn1 ... µnI)T ∈ R N : The center vector. 

Hn = [Hnst] ∈ R N×R N : The weight matrix.

The transfer function of the hidden layer unit is the same sigmoid function as in Eq. (1.4). Thus, the

output of unit n is,

hn = s(un)  (n = 1,2,  ...,  N) . (4.2)

This unit will be referred to as the second order sigmoid unit, or simply as the O2 unit. The hidden

units in MLPs whose unit potentials are defined as linear functions will be called the first order

sigmoid unit, or simply as the O1 unit. 

A unit in the output layer of the HCN takes the fan out of the hidden layer units and calculates

the weighted sum with no bias as,

ok = w k
Th (k = 1,2,  ...,  O), (4.3)

where w k = (w k1 ...  wkJ)T ∈ R O is the weight vector of the k -th output unit, and

h = (h1 ...  hN)T ∈ R N.
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Fig. 4.2. The hyperellipsoid clustering network. 

By restricting the quadratic term of the discriminant to be positive semidefinite as in Eq. (4.1),

the discrimination border will always be a hyperellipsoid. Same restrictions and neighborhood

definitions apply to the kernels of the Gaussian Radial Basis Function networks [20][25], and

therefore the model can be considered to be a member of RBF networks. With use of the radius

parameter and the sigmoid function, however, there is an additional freedom in the selection of the

membership function. In other terms, the relative gain [23] of the sigmoid function can be controlled.

Examples of the membership functions of the Gaussian function and the joint use of hyperellipsoid

discriminant and the sigmoid function are compared in Fig. 4.3. There, the additional freedom in the
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profile of the membership function is obvious. This network model using the hyperellipsoid

discriminant and the sigmoid function in the hidden layer, will be referred to as the Hyperellipsoid

Clustering Network (HCN). 

x1

x2

1.0

0

h1a h2a

(a)

x1

x2

1.0

0

h1b h2b

(b)

Fig. 4.3. A comparison of the membership functions made by, (a) bivariate Gaussian
functions and (b) joint use of (hyper) ellipsoid discriminants and sigmoid functions.
The membership function pairs (h1a h1b) and (h2a h2b) both share the center vectors.
It is seen that membership functions of various profile are enabled in (b) by the added
freedom of the radius parameter.

The training method used in the HCN is based on the batched backpropagation law with

momentum terms. In the following formulas, however, the momentum terms will be omitted for

simplicity. At each training cycle, an arbitrary parameter s will be modified as, 
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s(τ + 1) = s(τ) – ∆s(τ) = s(τ) – 1
M

∆s(τ)m∑
m = 1

M

 = s(τ) – 1
M

ηs
∂Em

∂s(τ)∑
m = 1

M

 , (4.4)

with τ and ηs denoting the time and the training gain, respectively. Modification measures for each

parameters in the style of ∆sm (time omitted) in Eq. (14) can be written as,

∆w km = ηw(okm – tkm)hm , (4.5)

∆rnm = ηrδnm (2rn) , (4.6)

∆Hnm = ηHδnm {–2Hn (x – µµµµn)(x – µµµµn)T} (4.7)

and

∆µµµµnm = ηµδnm {2Hn
THn (x – µµµµn)}. (4.8)

In Eqs. (16)-(18), δnm denotes the backpropagated error [5] of

δnm = hnm(1 – hnm) wkn(okm – ykm)∑
k = 1

O

 . (4.9)

An additional cost term was used for tuning the weight matrix Hn and the radius parameter rn. For

enabling a “tight bounding by hyperellipsoids” to appropriately implement the recognition of the

unfamiliar inputs, the “volume” of the hyperellipsoids should be kept small as long as it does not

harm the achievement of training. This can be done by setting some penalty term to restrict the radius.

The distance from the center to the edge of the hyperellipsoid in the direction of the i-th principal

component can be written as |rn| / λni  , where λni is the i-th eigenvalue of the matrix Hn
THn, which

is always positive. Thus, a penalty to suppress the absolute value of the radius parameter rn can be

considered to be effective. Since the response of the network can be quite unstable when this penalty

is excessive, another term to prevent the eigenvalues from becoming too small, was necessary. This

second restriction could be implemented indirectly by preventing the Euclidean norm of the matrix

Hn from becoming too small. Consequently, the modifications to the weight matrix Hn and the

radius parameter rn were formulated as,

Hn(τ + 1) = Hn(τ) – 1
M

∆Hnm(τ)∑
m = 1

M

 + φH
∂||Hn(τ)||E

2

∂Hn(τ)
(4.10)

and 

rn(τ + 1) = rn(τ) – 1
M

∆rnm(τ)∑
m = 1

M

  – φr
∂(rn(τ))2

∂rn(τ)
  , (4.11)

with φH and φr being the penalty term gains. 

Before starting the training, the center vectors µµµµn (n = 1,2, ..., N) of the hidden layer will be

initialized to enable an efficient division of the feature space where the training information exist. The

initial center vectors will be determined by applying the k-means clustering [4] to the training set

inputs as in the Generalized RBF networks of [19]. After the convergence of the clustering algorithm,

the prototype vectors will be used as the initial center vectors.

The training output encoding and the network output interpretation will be the same as in the
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case of MLPs. Since the output is the weighted sum of the cluster membership function of the hidden

layer units, it can be justified to reject an output vector that does not have a significant winner. These

outputs will be interpreted as a response against an input of an unknown class. This feature to point

out the unfamiliar input will be referred to as rejection of unfamiliar inputs, or simply rejection.

When inputs that are unfamiliar to the network is to be rejected, a membership threshold θm will be

used for class interpretation of the output vector as, 

class = 

(ok)arg max
k

,  (k = 1,2,  ...,  O) if ok >  θm

unknown, otherwise.
(4.12)

4.2.2 Fitness index for map preservation and rejection of unfamiliar inputs

Here, the scheme of MS will be applied to HCN. The main objective to use MS in HCN training is to

obtain a small network with high recognition rate and adequate ability of rejecting unfamiliar inputs in

an efficient way. 

On altering the model, unit fusion will be used. On fusing units, map preservation is again,

very important. Therefore, the Fitness Index will be based on the map distance between the immediate

network function and the candidates. 

Furthermore, simple fusion of kernel functions can lead to a network with low rejection ability

without additional caution besides map preservation. In Fig. 4.4 a sample of such a case is shown.

When there are several candidates with similar map distances, unit pairs that are tuned to the closer

regions will result in a higher rejection ability. 

Feature space

A

B C

D E

Fig. 4.4. Two switching candidates B and D may have same map distances. However,
from the point of rejection ability of unknown inputs, it is preferred that B is selected,
and further BP training will make C. 
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In order to give priority to fusion of kernels that are placed close together, the Fitness Index

used for the MS in HCN were defined as follows. Note that this priority does not apply in case of

model expansion by unit installtion. 

    Positive mode : 

    Candidates by unit installation :

IF(fN,  f ' N) = 
{Dmax – D(fN,  f ' N)} / Dmax,  if {D(fN,  f ' N) < Dmax}
1 otherwise

(4.13)

    Negative mode: 

    Candidates by unit fusion (rij ≥ 0) :

    IF(fN,  f ' Nij) = 

1
L 2Dmax

 {L 2 – ||µµµµi – µµµµj||E
2)}{Dmax – D(fN,  f ' Nij)},  if {D(fN,  f ' Nij) <  Dmax}

1
L 2

 {L2 – ||µµµµi – µµµµj||E
2)} otherwise

(4.14)

Here, f ' Nij  denote the candidate function made by fusing the  i-th and j-th hidden unit, and L is the

input dimension to the network. When compared with the original definition in Eq. (3.2), the modifier

regarding the distances between the centers of the kernel functions are added. 

The features of the HCN network trained by BP with MS is summarized in Table 4.1.

- 81 -



4.Model switching in Radial Basis Function networks and hybrid networks

Table 4.1. Features of the HCN network trained with MS. 

Objective of MS� 1. Efficient training
� � 2. Small model realization
� � 3. Unknown class rejection 

General
• Network type� HCN

• MA scheme� MS consulting MS Index. 
� � Add/remove hidden layer units.

MS
• Scheduling� Unlimited model 

• Fitness Evaluation� Map preservation + 
� � rejection class border heuristics

• Fitness Index�

• Stress Index

• MS Index

• MS candidate
� � Unique map by unit installation

� � All possible by unit fusion

IMS = IFIS

(IMS ≥ 0)

(IMS < 0)

IS(E, ∂E
∂t

) = (E – E0) ∂E
∂t

+ I0)(sgn sgn

IF =
1

LDmax
{L – ||µ i – µ j||E2)}(Dmax – D)2

2

4.2.3 Experiment

The effect of using model switching during the training of the HCN will be shown using an artificial

four-class data defined in a two-dimensional domain shown in Fig. 4.5. This problem projects the

nature of the data in commonly found in the  many classification problems, such as : (1) Basically the

data clusters are localized, however, there are some overlaps among the clusters. (2) The data resides

only at a portion of the feature space; there are areas where no data. 
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Fig. 4.5. An artificially generated cluster data of four classes. (a) Training set (M =
100). (b) Test set (M= 1000). (c) Generating Gaussian PDF. 

Three types of networks and training strategies were tested. 

Common conditions

Training input : 100 2-D input of 4 class. 

Output encoding : Unit vector output

Target error E0 : 0.01

Network 1 (HCN)

Units (input-hidden-output)  (2-100-4) . 

Training gains ηµ= 0.01, ηH = 0.5, ηr = 0.01, ηw = 0.1.

Momentum term gains αµ=αH = αr = 0.9 .

Penalty term gains φH = 5.0×10–6 , φr = 1.0×10–6.

Initial parameters are randomly selected from the following sections.
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w : (–0.1, 0.1) . 

h  : (diagonal element) (6.0, 7.0) * . 

h  : (non-diagonal element) (–0.1, 0.1) * .

r  : (0.5, 1.0) .

µ : tuned to each training input . 

* Initial weight matrix H is set to start the training from a near-hypersphere status.

MA Not  applicable

Network 2 (Proposed : HCN with MS by MSIndex)

Initial model and training parameters are identical with those of Network 2. 

See. Table 4.1 for conditions regarding MS. 

Misc. settings : I0 = 0.0,  IMS
+  = 0.5,  IMS

–  = –0.95

Network 3 (MLP)

Units (input-hidden-output)  (2-4-4) .

Training gain η = 5.0 .

Momentum gain α = 0.9 .

Initial weights Selected randomly from (–0.1, 0.1) .

MA Not  applicable

A. Computional cost for training

In Table 4.2, the relative amount of computation required for training the networks measured by pure

computational time, are shown. By using MS, the cost is reduced due to fast reduction of hidden

layer units.  In case of the proposed network 3, the majority of the trials switched the network to a (2-

4-4) model, which requires only 1/25 th of computation for using. The use of heuristics for 

Table 4.2. Comparison of the computation required for training. Numbers are
averaged for 10 trials.

Network Relative computational time

1. HCN

2. HCN with MS

3. MLP

1.00

0.38

0.30

B. Membership threshold and the rejected area

Next, the change in the recognition rate for the test set,  and the ratio of the area within the input

domain was evaluated by changing the membership threshold θm in Eq. (4.12). Ideally, the

recognition rate will be maintained high, even when a large portion of the input domain is judged as

“unknown”. The result is shown in Fig. 4.6. It is seen that proposed Network 3 best identifies the
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unknown input without losing the classification ability for the test set. In Fig. 4.7, the rejected region

are compared for the MLP and the HCN with MS. It is clear that the latter reproduces the nature of

the original PDF in Fig. 4.5(c) better. 
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Fig. 4.6. The change in the recognition rate and the ratio of the rejected input domain,
when the membership threshold θm is changed. 

(a) (b): Rejected region

Fig. 4.7. The rejected region for the 2D classification problem, generated by the PDF
in Fig. 4.5(c). (a) HCN with MS. (b) MLP. Membership threshold : θm = 0.9 .
 

 In view of the results of the two experiments, it can be concluded that the HCN with MS

allows to construct a classifier of a small size in a very efficient manner, having superior ability of

recognizing the unfamiliar inputs. In Chapter 6, this network will be used as the classifer for the

defect classification system of semiconductors.  

4.3 Model switching in hybrid layered networks
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The first order sigmoid units (O1 units) used in MLPs and the second order sigmoid units (O2

units) used in HCNs both have their merits and demerits. Also, their features are often

complementary. When the distribution of the classes can be characterized to be in an open region of

the feature space, linear discriminants perform better. The open region may be simulated by a O2

unit, however, the model size can be unnecessarily larger. When the class input is distributed in a

small local region as seen in many real-world data, localized discriminants are more suitable for

representing the class. For dealing with lots of such clusters, use of linear discriminants can become

very costly with low generalization ability. The merit of employing both types of units have been

discussed in  [25], where a tree search algorithm with pruning for a suitable model has been

presented. In this section, a layered network architecture having both types of hidden layer units

called the hybrid network will be introduced. Then  a novel model switching path from one O2 unit

to multiple O1 units will be introduced. The Fitness Index will be encoded so that the map

preservation measure of selecting a model with minimum map distance will be overridden by

switching from  O2 unit to  O1 units, where applicable. In the experiment, the hybrid network with

MS will be applied to the classification of an artificial data requiring both linear and nonlinear class

borders. For comparison,  MLPs and HCNs trained under a static model will be tried as well. 

4.3.1 The hybrid network

The architecture of the hybrid network is shown in Fig. 4.8. The network consists of L input, N

hidden and O output units. The input layer with a bias channel holds the input x = (x1 ...  xL)T ∈ R L

to be fed to the hidden layer.

1

Input 
x

Output
y

Σ

Σ

Σ

1

1

1

L

vn

O1

O2N

(Hn, µn, rn)

1

O

bn

wk

ck

l

k

Fig. 4.8. The hybrid network.

The hidden layer has both O1 units and O2 units. The response of the n-th hidden unit will

be, 
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hn = s(un) = {1 + exp(–un)}–1 (n = 1,2,  ...,  N). (4.15)

For the O1 units, the unit potential will be defined as,

un = v n
Tx  + bn (n = 1,2,  ...,  N1), (4.16)

with v n = (vn1 ...  vnL)T ∈ R L, bn ∈ R  and N1 being the weight vector, the bias term and the number

of O1 units, respectively. In the training process, parameter sets  {(v n,  bn) }n = 1
N1  will be tuned by

BP. For the O2 units, the unit potential will be defined as, 

un = rn
2 – ||Hn (x – µµµµn)||E

2 (n = N1+1,  ...,  N1 + N2) , (4.17)

using the notations defined in the former section. On training, parameter sets {(Hn,  rn,  µµµµn) }n = N1+1
N1+N2

will be altered by BP, with N2 being the number of O2 units. Naturally, 

N1 + N2 = N

holds. 

The output layer unit takes the fan out of the hidden layer units and calculates the weighted

sum with a bias as their outputs as,

ok = w k
Th + ck (k = 1,2,  ...  ,  O), (4.18)

where w k = (w k1 ...  wkN)T ∈ R N and ck ∈ R  denote the weight vector and the bias of the k-th

output unit, and h = (h1 ...  hN)T ∈ R N. The weight vector wk and the bias ck will be modified by

BP training.

4.3.2 Model switching from O2 unit to O1 unit

The motive for using both types of hidden units in the hybrid network, is to assign the units to

classification borders which each unit type is suited for. Therefore, an alternative switching methods

between the two unit types will be necessary as well. A method to construct a multivariate Gaussian

function by two layers of first order sigmoid units are introduced in [27]. However, in order to

maintain the number of layers in the network, a similar type of replacement of O2 unit by

combinations of O1 units within the same hybrid layer will be employed.

When an O2unit is selected to be switched to O1 units, 2L O1 units will be prepared and

tuned to make a polyhedron region to simulate the original region which the O2unit was tuned to.

This operation will be done as in the following. 

First, using a weight matrix of an O2 matrix, let Hn
THn be diagonalized as, 

Hn
THn = QnΛΛΛΛnQn

–1, (4.19)

with ΛΛΛΛn consisting of eigenvalues {λnl}l = 1
L

 in its diagonal elements, and Qn consisting of

eigenvectors {enl}l = 1
L  in its columns. The vertices {Vni}i = 1

2L  of the polyhedron will placed where the

principal axes meet the hyperellipsoid surface. Thus, 

{Vni}i = 1
2L  = {{µµµµn + t|rn|λnl

–1/2
e nl}l = 1

L
}t = –1, 1 . (4.20)

By defining each hyperplane of the polyhedron to include L neighboring vertices, 2L hyperplanes

will be made. See Fig. 4.9 for the case of L = 2. 
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Fig. 4.9. Model switching by replacement of an O2 unit R by 2L O1 units (Sa, Sb,
Sc, Sd), for L = 2,  preserving the characterized region. Vectors e1 and e2 are unit
vectors in the first and second principal components of the ellipse. The index for the
hidden neuron n is omitted.

Connection weights connected to the  O1 unit n1 which was switched from the O2 unit n can be

determined as follows.

Input-Hidden

Since the O1 unit’s discrimination hyperplane includes L vertices {V i}i = 1
L , the weight vector v n1

for unit bias bn1 = 1 can be obtained by solving a linear equation ,

Vn1v n1 +I = 0 , (4.21)

for v n1 ∈ R L, where Vn1 = [V1  V L] ∈ R L×R L and I  = [1  1]T∈ R L. The discrimination

hyperplane will be, 

αn1(v n1
T x + 1) = 0 . (4.22)

Parameter αn1 ∈ R  will be determined so that the unit potential un at the center (µµµµn) of the O2 unit

will be preserved. Therefore, 

un(µµµµn) = rn
2 = αn1(v n1

T x + 1) = un1(µµµµn) (4.23)

holds. From Eq. (4.23), the weights and the bias for the new O1 unit will be determined as, 

v n1 = αv n1 = rn
2v n1/(v n1

T µµµµn + 1) (4.24)

and 

bn1 = α = rn
2/(v n1

T µµµµn + 1) . (4.25)

Hidden-Output
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The weights and the biases will be determined to preserve the unit potential of an arbitrary output unit

k.  

When there is a input at x  = µµµµn, the O2 unit and the bias will make a potential of 

uk1 = wkns(rn
2) + ck . (4.26)

After switching, this will be, 

uk2 = 2Lw ' kn1s(v n1
T µµµµn + bn1) + c ' k = 2Lw ' kn1s(rn

2) + c ' k  , (4.27)

where the primes denote the weights and biases for the new O1 unit to be determined. 

For an input at a very distant point from x  = µµµµn, the potential for the O2 unit would be,

uk3 = ck , (4.28)

for the O2 unit response will be near-zero. After switching, at least 2L–1 among the 2L O1 units

will be responding in near-unity. Thus, we will write,

uk4 = 2L – 1w ' kn1 + c ' k  . (4.29)

By maintaining uk1 = uk2 and uk3 = uk4, it can be solved for w ' kn1 and c ' k  as,

w ' kn1 = 2–(L – 1)w kns(rn
2) (4.30)

and

c ' k = ck – wkns(rn
2) , (4.31)

respectively.

4.3.3 Fitness index for map preservation and selection of suitable class borders

Here, the MS will be applied to the proposed hybrid network. The main objective to use MS in

training is to obtain a simple model that suits the problem for higher generalization ability. 

Three ways for altering the model will be provided. First is the switch from a O2 unit to

several O1 units as defined above. Second is the installation of a O2 unit, and the third is the fusion

of hidden layer units. Since efficient modelling of the class borders is the main issue here, the Fitness

Index will be encoded so that the first switching path will have the highest priority, where applicable.

Since the class borders of the O2 units that tries to characterize linear borders tend to grow highly

eccentric, the n-th  O2 unit with a highest eccentricity qn exceeding a predetermined threshold q0

will be selected. The eccentricity qn will be defined as, 

qn = 
|rn|λnl

–1/2
max

l

|rn|λnl
–1/2∑l = 1

L
  . (4.32)

The definition of the Fitness Index used in the MS of hybrid networks is as follows. 
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Candidates by O2 unit to O1 unit switching :  

IF(fN,  f ' N) = aU(q – q0) (4.33)

Candidates by unit installation and fusion:

IF(fN,  f ' Nij) = 
{1 – D(fN,  f ' Nij)} / Dmax,  if {D(fN,  f ' Nij) <  Dmax}

1 otherwise
(4.34)

In Eq. (4.33), U(x) is an indicator function 

U(x) = 1 if x > 0
0 otherwise

(4.35)

and a is a factor satisfying a > 1 to ensure the priority of O2 unit to O1 unit switching .

The features of the hybrid network trained by BP with MS is summarized in Table 4.3.

Table 4.3. Features of the hybrid network trained with MS. 

Objective of MS� 1. Small model realization
� � 2. Improvement of generalization
� �     ability 

General
• Network type� Hybrid net with O1 and O2��
� � sigmoid hidden layer units 

• MA scheme� MS consulting MS Index. 
� � Add/remove hidden layer units.

MS
• Scheduling� Unlimited model 

• Fitness Evaluation� Map preservation + 
� � heuristic class border selection

• Fitness Index� O2 →O1 switching :

� � Installation and fusion :

• Stress Index

• MS Index

• MS candidate
� � O2 →O1 switching
� � Unique map by unit installation

� � O2 →O1 switching
� � All possible by unit fusion

IMS = IFIS

(IMS ≥ 0)

(IMS < 0)

IS(E, ∂E
∂ t

) = (E – E0)
∂E
∂ t

+I0 )(sgn sgn

IF(fN, f 'N) = aU(q – q0)

IF(fN, f 'Nij ) =
{1 – D(fN, f 'Nij )} / Dmax

E
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4.3.4 Experiment

An artificial three-class training set in a two dimensional feature space requiring both linear and

second order classification borders was used to evaluate the training algorithm of the hybrid network.

The distribution of the training set is shown in Fig. 4.10. Class 1 and class 2 data were generated

according to a 2D Gaussian distribution and a distribution made by a combination of two 2D step

functions, respectively. The third class was generated uniformly where the probability distribution of

the Classes 1 and 2 were both below 0.005. The size of the training set and the test set were 300 and

1000, respectively, both generated using the same distribution functions. 

Conditions

Training input : 300 2-D input of 3 class. 

Output encoding : Unit vector output

Target error E0 : 0.02

Network (Hybrid network trained by BP with MS)

Initial model (input-[hidden O2, O1]-output)  

(2-[1, 0]-4) . 

O2 unit : 

Training gains ηµ= 0.01, ηH = 0.5, ηr = 0.01, ηw = 0.1.

Momentum term gains αµ=αH = αr = 0.9 .

Penalty term gains φH = 5.0×10–6 , φr = 1.0×10–6.

Initial parameters are randomly selected from the following sections.

w : (–0.1, 0.1) . 

h  : (diagonal element) (6.0, 7.0) . 

h  : (non-diagonal element) (–0.1, 0.1) .

r  : (0.5, 1.0) .

µ : tuned to each training input . 

O1 unit : 

Training gain η = 5.0 .

Momentum gain α = 0.9 .

Initial weights Selected randomly from (–0.1, 0.1) .

MS

See. Table 4.1 for conditions regarding MS. 

Misc. settings : I0 = 0.002,  IMS
+  = 0.5,  IMS

–  = –0.95

A. Training progress
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An example progress of training by the training algorithm is shown in Fig. 4.11. After installation of

two O2 units, clusters of classes 1 and 2 were both characterized by one O2 unit each, and the error

was quickly reduced. After a more precise extraction of the class borders, a O2 unit which

characterized Class 2-Class 3 border was switched to four O1 units. Further, the switched O1 units

were reduced by fusion to two. Due to the flow of the training algorithm in Fig. 2.3, the training will

not be terminated until there exists no more switchable models. It should be also noted that no

significant increase in the error is observed after each switch in the model. This fact shows the

effectiveness of the map preservation in MS.    

x10 1

1

x2

: Class 3: Class 2: Class 1

Fig. 4.10. The distribution of the three-class training set. M = 300.

Fig. 4.11 (Next page). The progress of the error reduction and the model alteration by
the proposed training algorithm. In the upper half, the traces of the points where the
hidden layer units respond with 0.5 are shown for the hybrid network. Note that the
traces do not strictly match with the actual classification borders due to the bias. In the
lower half, the training error and the number of parameters in the network are plotted. 
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B. Comparison

In the experiment, three types of networks with different hidden layer configurations and training

methods were compared. 

(Network 1) N1 = 5, N2 = 0, trained by BP without MS.

(Network 2) N1 = 0, N2 = 4, trained by BP without MS. 

(Network 3) Initially N1 = 0, N2 = 1, trained by  BP with MS. 

In Fig. 4.12, the traces of the points where the hidden layer units respond with 0.5, that approximately

match with the classification borders of the networks after training, are shown. 

(a) (b) (c)

Fig. 4.12. The traces of the points where the hidden layer units respond with 0.5,
approximately showing the classification borders of the networks after training. (a)
Network 1. (b) Network 2. (c) Network 3.

Table 4.4. Classification rates for the test set. The numbers are the averages of 10
trials for each network. 

Network (Hidden layer) Error rate

1. N1 = 5, N2 = 0. No MS �� 7.5 %

2. N1 = 0, N2 = 4. No MS�� 5.8 %

3. N1 = 0, N2 = 1. Use MS. � 5.4 %

 In Table 4.4, the error rates to the test set averaged for 10 trials for each network, are shown. It

should be noted that in the proposed network 3 with MS, the model was also determined in the

training process. In all the trials for network 3, the localized cluster and the linear border were

appropriately characterized using the O2 and O1 units. The hidden layer configuration at error

conversion were (O1 : O2) = (2 : 1) mapped as in Fig. 4.12 for eight cases. Two other cases
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converged to (2 : 2) and (3 : 1). For all the cases, the second order border separating classes 1 and 3,

and the linear borders separating classes 2 and 3 were successfully characterized by the O2 and O1

units, respectively. 

It is notable that the hybrid network trained with MS achieves better generalization when

compared with the others employing predetermined models and plain BP training. This is clearly due

to the MS law which maintains the independence among the features extracted by the hidden layer

units, and also the heuristic MS operation to switch the unit types in accordance to the nature of the

class borders.

4.4 Summary

In this chapter, in addition to the map distance, the fitness index which also evaluates the nature of the

class discrimination borders determined by the initial map in the new model was used. 

In the first half of this chapter, A network consisting of second order sigmoid hidden units

that are equivalent to RBF units, named Hyperellipsoid Clustering Network (HCN) was introduced.

It was shown that a recognition system can be constructed, which points out the inputs that are distant

from known training sets to be originating from an unknown class,  in a small model having far less

hidden layer units in comparison to the size of the training set. 

In the latter half, applicability of MS to “hybrid” networks with mixed configurations of first

and second order units in its hidden layer was sought. There, a novel MS operation for switching

from a second order unit to a set of first order unit was introduced. By combining the method with

unit fusion and installation methods introduced in Chapter 3, an algorithm for BP training with model

switching for the hybrid network was introduced. The algorithm and the network was applied to an

artificial classification problem requiring first and second order class borders, and it proved that better

generalization could be achieved owing to an efficient characterization of the classification borders

when compared with networks with uniform hidden layer unit types.
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Chapter 5
Image Texture Segmentation Using Kernel Modifying
Neural Networks

5.1. Introduction

Segmenting a digital image into regions having a different character is a first step to numerous

methods for image analysis. Image segmentation methods can be further applied to applications such

as visual inspection of manufactured products, diagnostic support in medical images and natural

scene understanding. A flexible and a robust method for extraction of regional textural feature and its

classification may provide a unified means for most of such applications. 

For image segmentation using textures, extraction and characterization of the local texture

information are essential. For extraction, 2D Gabor filters are being widely used. A 2D Gabor filter

works as a bandpass filter for the local spatial frequency distribution, achieving an optimal resolution

in both spatial and spatial-frequency domains [64]. The merit of employing Gabor filters for texture

classification is that it provides a maximum spatial resolution in texture characterization, while

keeping the filter as narrowband as possible for discrimination of the spectrally neighboring feature

of different textures. It is also possible to use a bank of Gabor filters so as to represent a certain

texture class with a feature vector whose elements are the amplitudes of the filter responses. This

approach is known as multichannel texture classification.

Methodologies of multichannel texture classification using Gabor filters are discussed in [65].

There, each texture category within an image was assigned a Gabor filter, and the center frequency of

each filter was set to a frequency where the power spectrum of the assigned texture gives the

maximum peak, with some additional manual tuning. In the recognition phase, first, the amplitudes of

the filters were compared after spatially smoothing by a Gaussian function, and then, each image

region was classified to be of the texture class which corresponded to the filter with the maximum

response. 

Selection of the filter bands for efficient characterization of the various textures is one of the

major issues in multichannel filtering. In the cases when the textures are unstable, e.g. peak

frequencies have fluctuations. In such cases, simple comparison of the peak outputs may produce

false results. This phenomenon is significant in analyzing images of natural origin, e.g. landscape

images and ultrasonic echo scan of biological tissues. In such images, dominant frequency and

orientation of the texture varies within a single texture class region which is to be discriminated from

the other. Such a desired ability to be robust against such fluctuations may be named as unification of

slightly different textures. When there is such need, a flexible classification will be made possible,
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only when the amplitudes of the filter responses are interpreted to be the feature vector of the texture

in focus. The subsequent classification can be left to a classifier which takes the feature vectors as

inputs, and tells which texture class the focused image region belongs to. 

The shortcomings of using the peak frequencies of each texture classes are also discussed in

[70], where the spectral features that are “out of ordinary” are extracted using a measure named

spectral feature contrast matrix, instead of spectral peaks. This policy is much robust when the

textures are unstable, or when the difference of the texture to be segregated is slight. In such cases, an

adaptive strategy is required both in feature extraction and classification. 

If the filtering is computed as a two dimensional convolution of the image and a kernel with a

finite support, this process (and the post filtering classification) can be incorporated into a classical

layered neural network scheme with a local receptive field [2]. In this case, the receptive field is

scanned over the whole image, producing the classification map. An integration of the convolution

filter into a trainable neural network has been done in [69]. There, the connection weights between the

input layer and the first hidden layer, which acts as the filter kernel, are allowed to change freely by

plain backpropagation training. However, the nature of the filters adopted by learning is not

necessarily bandpass, and further delineation (e.g. parametric) of the extracted feature will be

difficult. Moreover, a large set of training images will be necessary as there will be far more

parameters to tune by training, in comparison with using a certain parametric class of feature

extractors.

In this chapter, a novel neural network architecture which incorporates the convolution filter

kernel and the classifier in one, will be introduced. The network enables an automated texture feature

extraction in the multichannel texture classification through simultaneous modification of the kernel

and the connection weights by the backpropagation principle based training rule. In contrast to the

approach in [69], the convolution kernel layer is constrained to be an array of Gabor filters having a

spatially truncated finite support. Therefore, an efficient texture feature localization in the frequency

domain is guaranteed. 

In Section 5.2, the scheme of texture classification by multichannel filtering will be briefly

reviewed. The architecture and the training rule of the proposed network model will be introduced in

Section 5.3. The capability of the network and its training rule is verified using a basic problem on a

synthetic texture image, and the possibilities of applying the network model to common texture

classification and biological tissue classification in an ultrasonic echo image will be shown in Section

5.4. The necessity of using the higher-order statistical features for discriminating some classes of

textures will be addressed in Sec. 5.5. In Secs. 5.6 and 5.7, an extended model of the network which

enables bispectral feature extraction will be introduced, and the classification examples will be given.

Sec. 5.8 will be devoted for the application of Model Switching (MS) using map distance detection

criterion in the Gabor filter layer.
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5.2. Texture segmentation by multichannel filtering

In this section, the method of texture classification by multichannel filtering will be reviewed. The

typical flow of texture classification by multichannel filtering is shown in Fig. 5.1. Multiple (G)

spatial frequency bandpass filters are prepared and are applied to the input image, producing G

feature images, typically being the magnitudes of the filter responses. The feature values are treated as

elements of a G-dimensional feature vector which indicates the class of the underlying local texture.

The feature vectors are further classified with a classifier to explicitly point out which texture class the

input region belongs to. By mapping the classifier response, the classification map with identical

dimensions as the input image is formed.

Input image
I(X, Y)

Feature Vector (g1, g2, ..., gG) 

Classifier

Texture 
map

•••

•••
Filter 1 Filter 2 Filter G

Feature image 1 Feature image 2 Feature image G

•••

⊗ ⊗ ⊗

Fig. 5.1. The procedure of texture classification by multichannel filtering. The
operator “⊗” denotes the two-dimensional convolution of the filter kernel and the
image. The maps obtained by various convolution filters will be used as the feature
vectors for use at the classifier to obtain the texture map.

An example of texture classification using multichannel filtering and a layered neural network

classifier is shown in Fig. 5.2. The image used for this experiment (Fig. 5.2(a)) is an ultrasonic echo
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scan of a healthy human subject in vivo [74][75]. The imaging region includes the skin, subcutaneous

tissues (Region A) and the liver (Region B). The aim of this experiment is to extract the liver region

from the other organs using the textural difference.

Region A Region B

Region A Region B

(a)

(b)

Fig. 5.2. (a) An ultrasonic echo scan image of a human subject in vivo. Region A
includes subcutaneous tissues, fat and muscle. Region B is the underlying liver tissue.
Observed external areas are masked in black. (b) Texture classification map obtained
by multichannel filtering and a neural network classifier.

In this experiment, the amplitudes of nine Gabor filters were used for the characterization of

the texture. The convolution kernel of a Gabor filter by the original definition is, 

kl(x ,  y; ωlx,ωly,σlx,σly) = 1
2πσlxσly

 exp – 1
2

x 2

σlx
2

 + 
y 2

σly
2

 exp j (ωlxx  + ωlyy ) . 

(l = 1,2,  ...,  G) (5.1)

It is a spatially localized wavelet as seen in Fig. 5.3(a). The filter band of the Gabor filter in Eq.(5.1)

will be,

Hl(u,  v) = exp –2π2{σlx
2 (u – ωlx)2 + σly

2 (v – ωly)2}  , (5.2)

which is a bivariate Gaussian-shaped band as shown Fig. 5.3(b). The parameter ωls : (s ∈ {x ,  y})

defines the center of the filter band, and the parameter σls : (s ∈ {x ,  y}) defines the kernel spread in
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each direction. This parameter σls will be referred to as the bandwidth parameter in the following,

because the reciprocal of σls is proportional to the bandwidth.

x

y
��
��
��
��

ωy

��
�

–ωy

�����
�����

–ωx ωx

fx

fy

(a) (b)

Fig. 5.3. (a) The real part of a Gabor kernel shown in grayscale. (b) Frequency
response of the Gabor filter of (a). 
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Frequency bands 
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�Frequency bands 

significant in Region B 

Fig. 5.4. (a) The averaged power spectrum of Region A (PA), and the filter bands
selected to characterize the texture. (b) The averaged power spectrum of Region B
(PB) and the filter bands selected to characterize the texture. (c) The difference of the
average power spectra. 

Average power spectrum of the two texture regions, denoted as PA and PB were calculated using five
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64(pixel) × 64(pixel) subimages from each region for determining the filter bands. At the same time,

the difference of the average power spectrums (Pdiff = PA – PB) was also calculated as shown in Fig.

5.4. The bands of the nine Gabor filters were chosen at frequencies where there were significant

differences in the average power spectrum in view of Pdiff . Thus, the filters were selected by finding

the “out of others” spectral features as in [70]. After the filter selection, the feature images for all of

the nine Gabor filters were calculated to prepare the feature vectors.

Various classifier types are available after the feature images are obtained. Nearest neighbor

scheme [70], layered neural networks [67][69], self-organizing maps [69], and the combination of the

latter two [68] have been used in the classification stage of the multichannel filtering. Due to its

flexibility in the learning stage, a two-layered neural network of (input, hidden, output) = (10, 2, 2)

configuration trained by backpropagation method [5] was used here. The network inputs were chosen

to be the nine filter responses and the pixel grayscale level, for the echo level contributed to tissue

classification in this case. Each output unit was assigned a texture class, and was trained to fire when

the input subimage was of the assigned texture. In the recognition phase, the network output was

interpreted in a winner-takes-all basis.

The tissue classification map is shown in Fig. 5.2(b). It is seen that the liver region is

extracted with an accuracy of 93.8%. It is reported in [65][69] that spatial smoothing of filter

responses can improve the classification results, especially when the texture regions can be clearly

divided. 

In this section, an example of texture classification by the multichannel approach was shown.

However, the method employed here suffers from a major drawback that the filter bands have to be

manually selected. When the number of texture classes is small, this may be done in view of the

differences in spectral features. However, such a method will be inefficient when there are many

texture classes, or when the spectral differences are slight. Therefore, an automated procedure for

filter band selection is in need. 

5.3. The Kernel Modifying Neural Network

In this section, a neural network architecture which unifies the convolution kernel for multichannel

filtering and the classifier, will be introduced. The network’s training rule based on the gradient

descent method enables a gradual adaptation of both the connection weights of the classifier and the

Gabor filter parameters. 
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Fig. 5.5. The Kernel Modifying Neural Network (KM Net).

5.3.1 Architecture

The setup of the proposed Kernel Modifying Neural Network (KM Net) is illustrated in Fig. 5.5.

The network has a layered architecture of a feedforward type, where all the units in the adjacent layers

are fully connected, and no intra-layer connections exist. In this approach, the receptive field will be

scanned over the input image, and the feature values for each input subimage will be given as

magnitudes of the inner products of the filter kernels and the subimage. Therefore, the extracted

feature and method of classification is essentially equivalent to the multichannel texture classification

of Fig. 5.1.

The first unit layer of the network will be called the Gabor layer. All Gabor layer units share

the same W (pixel) × W (pixel) receptive field in the input image I(X ,  Y). The support of the Gabor

filter is thus spatially truncated providing that the kernel spread be relatively small in comparison with

the receptive field size. The image portion within the receptive field will be referred to as subimage

i(x,  y; X ,  Y), of which the origin of the local discrete pixel coordinate xy is placed at point (X, Y) of

the global coordinate.

Each of the G Gabor layer units receives the grayscale level information from all pixels in the

subimage i(x,  y). The grayscale of the input subimage was rescaled to [0, 1] range and DC

components were subtracted to provide invariance against changes in brightness and contrast. The
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response of the l-th Gabor unit to the subimage i(x,  y) is defined as

gl = A ∑
x = –W/2

W/2 – 1

kl(x , y) i (x, y)∑
y = –W/2

W/2 – 1

 ,   (l = 1,2,  ...,  G) (5.3)

where kl is the convolution kernel defined in Eq. (5.1), and A is the scaling constant which will be

set to 20.0 throughout the experiments reported in this paper. Therefore, the output of a Gabor unit

gl is the magnitude of the filter response against the input subimage i(x,  y), whose spatial

convolution kernel is kl(x ,  y). The parameter ωls : (s ∈ {x ,  y}) defines the central frequency

component of each direction, and the parameter σls : (s ∈ {x ,  y}) defines the kernel spread in each

direction. This parameter σls will be referred to as the bandwidth parameter in the following, because

the reciprocal of σls is proportional to the frequency bandwidth of the Gabor filter.

The subsequent network layers are called the hidden layer and the output layer, having N and

O units respectively. The units in these two layers respond with a sigmoid response function with (0,

1) range, of the weighted sum of the outputs of the units in the preceding layer. 

5.3.2 Training

Sets of training subimages {im(x,  y) }m = 1
M  and the desired response vectors

{y m = (ym1 ym2 ...  ymO)}m= 1
M  are used to train the network. Here M denotes the number of training

sets. The training error is defined as

E = Em∑
m = 1

M

 = 1
2

 ∑
m = 1

M

(tk m – okm)2∑
k = 1

O

, (5.4)

where Em is the error for the m-th training set and okm (k = 1,2,  ...,  O ) are the output of the units

in the output layer. 

The weights of the connection between the Gabor layer and hidden layer

(wnl  : (n = 1,2,  ...,  N ,  l = 1,2,  ...,  G)), and those between the hidden layer and the output layer

(wk n  : (k = 1,2,  ...,  O ,  n = 1,2,  ...,  N)) are updated according to the “batch updating”

backpropagation law, as

wk n(t + 1) = wk n(t)  – 
η
M

δkmhnm∑
m =1

M

(5.5)

where

δk m = (yk m – okm)okm(1 – okm) (5.6)

and

wnl(t + 1) = wnl(t) – 
η
M

δnmglm∑
m =1

M

(5.7)

where

δnm = hnm(1 – hnm) δkmwk n∑
k=1

O

 . (5.8)
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Here, {hnm}n = 1
N  , t and η denote the hidden layer unit outputs, time and the training gain constant,

respectively. 

In the proposed Kernel Modifying Neural Network, the backpropagated error is also utilized

to modify the convolution kernel in order to minimize the classification error at the output. The filter

kernels are modified preserving their Gabor nature; by modifying the central frequency

ωls : (s ∈ {x ,  y}) and the bandwidth σls : (s ∈ {x ,  y}) of each filter. These parameters will be

updated by the same gradient law as for the connection weights to minimize the output error E. To

write the law explicitly, 

ωls(t + 1) = ωls(t) – 
ηω
M

∂Em

∂ωls(t)
∑
m =1

M

(s ∈ {x ,  y}) (5.9)

and 

σls(t + 1) = σls(t) – 
ησ
M

∂Em

∂σls(t)
∑
m =1

M

  (s ∈ {x ,  y}). (5.10)

Here, ηω and ησ are the training gain constants. Further description of the KM Net’s training rule is

shown in Appendix A. 

5.3.3 Test Phase

On applying the trained KM Net for texture classification, the receptive field is moved, scanning

through the area of testing. The network output corresponding to a subimage at a certain position will

be interpreted as the classification result for the center of that subimage. Typically, each output unit is

assigned to fire selectively in response to a known texture class. Thus, upon testing, the input region

is judged to be of the texture class corresponding to the unit with a maximum output. 
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5.4. Experiments and results

5.4.1 Texture region extraction from a computer generated image

: Class A : Class B : Class C

Fig. 5.6. The underlying image is the texture generated by a computer as in Eq.
(5.11), with 256 gray levels and of 300 (pixel) × 200 (pixel) dimension. The image
includes regions with all frequencies in all directions. The legends show the centers of
the training set subimages.

Region A Region B Region C

Fig. 5.7. The classification map of the image in Fig. 5.6, produced by the trained KM
Net. The texture regions A and B are correctly extracted as instructed by the training
sets.

A basic texture classification was carried out to test whether the Gabor layer can capture the

appropriate spectral texture features through training. It is necessary that the Gabor units pass the

frequency bands that show good contrast from the other class, thereby capturing the singularity in the

spectral features for each texture class.

The texture image used for this experiment is shown in Fig. 5.6. It is a computer generated

image which includes all monotonic frequency components in all directions. A T(pixel) × T(pixel)
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image whose image gray level U(x,  y) is prescribed to be

U(x,  y) = cos[2π
T

 (x 2 + y 2)] ( –T/2 < x ≤ T/2 and –T/2 < y ≤ T/2) , (5.11)

is tiled to make the whole image. The tile size T was set to be 128 (pixel), and the size of the whole

image is 300 (pixel) × 200 (pixel). 

In this experiment, the KM Net will be trained to extract two specific texture regions from the

Eimage. The legends “ C”, “ 1” and “ ” in Fig. 5.6 show the centers of the 32 (pixel) × 32 (pixel)

training subimages. The two texture regions (classes A and B) to be extracted are the texture under

Ethe markers “ C” and “ 1”. The training sets marked by “ ” are provided as the third class (class

C), representing the remaining regions. In order to classify these three classes, at least two Gabor

layer units are necessary, each filtering the spectral peak that the near-monotonic textures of classes A

and B have. This experiment is for testing whether the training can modify the filter bands of the

Gabor layer units to provide an efficiently discriminable set of feature vectors for classification at the

subsequent layers.

The size of the network used for this experiment was (G, N, O) = (2, 2, 3), which is a

minimal configuration for this problem. The change of the filter bands superimposed on an average

power spectrum of each texture class, and the average response of the Gabor units against the training

sets of the class are shown at three stages of training in Fig. 5.8. At initial state, the filter bands are

given randomly (Fig. 5.8(a)). The Gabor units do not show any selective responses at this stage.

After 140 training epochs, the filter bands move towards the spectral peaks of classes A and B (Fig.

5.8(b)). Some selectivity is already seen in the firing patterns of the Gabor units, and this enables a

quick decrease in the classification error at the output layer. At the 930-th training epoch, the filter

bands settle at each of the peaks and some additional calibration in the bandwidth parameters are

observed to conform to the oblong spectral distribution (Fig. 5.8(c)). The Gabor units’ firing patterns

are now highly selective. The output error is negligibly small, resulting in the convergence of the

trainable network parameters due to less back-propagated error.

After training, the texture map was made by scanning the input region through the whole

image and classifying them into the three classes. In the produced texture map in Fig. 5.7, the regions

used as the training sets for classes A and B are correctly classified, as well as the other parts of the

image having the same textures. 
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Fig. 5.8. The change of the bands of the two Gabor units during the training of
texture region classification in Fig. 5.6. The underlying pattern is the average power
spectrum of the texture of the class. The filter bands are drawn in white ellipses

whose radii in each direction is σis
–1 (i ∈ {1,  2},  s ∈ {x ,  y}). The average response

of the Gabor units to the texture classes are also shown.
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When tried with the minimum network size as in the above example, there were cases that the

training could not be accomplished even with 10000 training epochs. Such cases were due to the

network parameters being caught in local minima of the error potential function. Most among them

were caused by herd effect in the early stages of training; two filters being tuned to the same peak and

not being able to change either of the two to the other peak. The ratio of successful error convergence

was investigated for the same problem with different number of Gabor units (G). Evaluated by 100

training attempts starting from various random network parameters, the rate of successful training

was as low as 59% with G=2. However with G=3 and G=4, it was improved to 95% and 100%,

respectively. Clearly, the use of several redundant filters can improve the probability of effective

feature extraction. It can be more evident especially when applied to the classification of real world

textures as they may have a more complex and sometimes unstable spectral features. The detection

and removal of the redundant feature element (Gabor unit) is possible by several pruning methods

reviewed in [38]. Also, it can be done by the proposed fusion method for the feature channel

reduction. MS in attempt to assist the gradient based learning rule for efficient feature extraction in

the limited model scheduling will be tried in Sec. 5.8.
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5.4.2 Segmentation of common textures

(a)

(b)
Region A Region B Region C Region D

A B

C D

Fig. 5.9. (a) A mosaic texture image selected from the image collection in [73]. The
original image names are, Fabric 17 (Class A), Fabric 14 (Class B), Fabric 0 (Class
C) and Food 5 (Class D). (b) Classification map by a KM Net.

Next, the KM Net was used for the classification of common textures obtained from natural and

artificial existence to examine the applicability to scene segmentation and object extraction. The image

used for this experiment is shown in Fig. 5.9(a). This image is a combination of four images selected

from a texture image collection [73]. 

The network was trained to discriminate the four image regions. For this problem, a KM Net

sized (G, N, O) = (8, 6, 4) was used. Twelve subimages of 32(pixel) × 32(pixel) from each texture

region were used to train the network. The training was accomplished in 1849 training epochs to

attain MSE of 0.002 with training parameters η = 1.0, ηω = 1.0 and ησ = 1.0. The classification

result tried for the whole image is shown in Fig. 5.9(b). There, a maximum classification rate of

94.1% was achieved. For the average classification rates, see Sec. 5.8.2, where the average rates are

compared for the normal KM Net and for the case when MS in the Gabor layer was used. 

- 109 -



5. Image Texture Segmentation Using Kernel Modifying Neural Networks

5.4.3 Tissue classification in an ultrasonic echo scan image

Region A Region B

Fig. 5.10. A tissue classification map obtained with use of the KM Net for the
ultrasonic echo scan in Fig. 5.2(a).

The KM Net was also applied to the tissue classification problem of Fig. 5.2. The

configuration of the network was (G, N, O) = (9, 6, 2), and 21 subimages from each texture regions

were used as the training sets. The rate of classification when applied to the same image was 94.2%;

the obtained classification map is shown in Fig. 5.10. Although the rate is only slightly better when

compared with the result shown in Fig. 5.2(b), it is clear that the filter band selection process could be

replaced by the KM Net’s training rule based on the reduction of the classification error. It is also

noteworthy that the result in Fig. 5.10 has been obtained without any grayscale information (zero

frequency component) of the echoscan image.

5.4.4. Discussion

The ranges of the filter parameters

In all experiments, the filter bands were allowed to change freely according to the modification

measures calculated by the training. Naturally, the bands of some filters spread across the Nyquist

frequency borders. In the initial approach, the central frequency and the bandwidth of the Gabor

filters were allowed to change in range where the aliased energy could be kept small. Making such

hard limits in the parameter range, however, typically caused the training processes to be caught in

artificial local minima in the error potential surface. Therefore, in the experiments in the previous

section, the central frequencies were allowed to change freely in the 2D frequency domain with an

iterative structure of a torus surface. However, the range of the bandwidth parameter σs (s ∈ {x ,  y})

was limited to be in

1.5  ≤ σs (pixel) ≤ 0.5W  , (s ∈ {x ,  y}) (5.12)

so that the localization of information could be maintained in both space and frequency domains
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under the limitation of using an input subimage support of a predefined size. The lower bound was

decided so as to maintain the bandpass nature of

0.1(radian/pixel) ≥ Σs ≡ (2πσs)–1 , (s ∈ {x ,  y}) (5.13)

where Σs is the standard deviation of the band of the Gabor filter in the frequency domain. 

The initial values of the filter parameters

Region A Region B Region C Region D

Fig. 5.11. The classification map of the mosaic image in Fig. 5.9(a), produced by a
network with relatively wideband filter sets. 

It was observed that the kernel parameters of the trained network differed by the initial parameter

settings, and each network produced a different classification map. Since the size of the network is

usually chosen to be larger than minimal to accomplish the training, there are countless parameter

combinations that a network can take to fulfill the training task. In Fig. 5.11, a classification map for

the texture mosaic of Fig 5.9(a), obtained by another trained KM Net is shown. The difference in the

two networks that produced Fig. 5.9(b) (Case A) and Fig. 5.11 (Case B) are significant in the

bandwidth parameters. The averages of the bandwidth parameters were 4.12 for Case A and 2.79 for

Case B. Such a difference was caused by the random bandwidth parameter settings at the initial states

of the training. In Case A, the bandwidth parameters were randomly chosen from [4.5, 5.5] range. In

Case B, the section was shifted to [1.5, 2.5] range. In Case A, it started the training with narrowband

filters, whereas in Case B, the filters were relatively wideband at initial state. Both networks still

maintained the initial character at the end of their training.
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(a) (b)

(c) (d)

Fig. 5.12. The averaged power spectra of the training sets of the texture regions A~D
shown in (a)~(d), respectively. 

The averaged power spectra of the training sets are shown in Fig. 5.12. The rate of

misclassifications, especially the speckle-like errors as seen in wideband textures such as Class D,

had a clear correlation with the value of the bandwidth parameter of the trained network. When a

Gabor filter grows wideband, its spatial kernel support will in turn become smaller, eventually causing

the response of the filter to be unstable, affected only by local pixel values. This is a restriction

caused by employing Gabor filters of single resolution, and may be improved in a multiresolution

approach. The instabilies of the filters with small support are significant in wideband textures whose

local spectral component emerge stochastically. If the texture regions to be segmented are

comparatively larger than the training subimage, the resulting classification map will be much

smoother when the training was started from a relatively narrowband state, and gradually turning

wider-band to accommodate the spectral instability of the texture class. Speckle-like

misclassifications may also be suppressed by using a priori information such as the size of the

single texture class region; e.g. restricting the ranges that the kernel parameters can take. 

For a relatively narrowband texture in which the spectral patterns have distinct peaks that can

be used as the “key band” of the class, the differences seen in Figs. 5.9(b) and 5.11 are slight.

However, since these texture classes produced error surfaces with narrow minima having very steep
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gradients, there were cases when the errors did not converge smoothly. In order to avoid such a

problem, a minor change in the parameter modification method was made, and is mentioned in

Appendix A. 

The initial values of the central frequencies were chosen from the range of [–π/2, π/2], since

the key differences of the spectral patterns tend to appear in lower frequencies.

5.5 Extraction of local phase information 

5.5.1 Limitations of the Gabor filter feature extractors

In the KM Net model, the output of a Gabor unit is the magnitude of the convolution of the complex

Gabor kernel and the local image, as described in Eq. (5.3). For many texture classes, this method

extracts the spectral features that are effective for classification in the subsequent layers. However,

there exists a class of textures that are unable to be discriminated using this method, although they are

visually different. 

A B

C D

Fig. 5.13. A computer-generated texture mosaic image.
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Fig. 5.14. (a) The local power spectra of the texture classes A and B of Fig. 5.13. (b)
The local power spectra of the texture classes C and D of Fig. 5.13.
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In Fig. 5.13, a mosaic of four synthetic textures is shown. The spatial variation of the

graylevel of each texture class was generated according to the following formulae.

Class A : 

IA(x ,  y) = cos(αx) + cos(2αx) + cos(3αx)

Class B : 

IB(x ,  y) = cos(αx) + cos(2(αx + φ)) + cos(3αx)

Class C : 

IC(x,  y) = cos(ωx1x + ωy1y ) + cos(ωx2x + ωy2y ) + cos((ωx1 + ωx2)x + (ωx1 + ωx2)y)

Class D :

 ID(x,  y) = cos(ωx1x + ωy1y ) + cos(ωx2x + ωy2y + θ) + cos((ωx1 + ωx2)x + (ωx1 + ωx2)y)

Texture classes A and B both include the same frequency components, of fundamental, second and

third harmonic frequencies. Therefore, both textures share the same local power spectrum as shown

in Fig. 5.14(a). Since the feature extracted by Gabor filters depend on the local power spectrum, they

are indiscriminable using the Gabor filters. The difference of the two textures are in the phase term φ

of the second harmonic component. Although the observed difference is much slight, there is a

similar relation between texture classes C and D; with identical local power spectrums and different

phase relation in their frequency components. The power spectrum is shown in Fig. 5.14(b). In order

to discriminate these texture classes, characterization of the phase relation among the frequency

components is vital. 

5.5.2 Higher-order KM Net and extraction of phase information

First, it will be shown that the feature extraction employed in the KM Net is equivalent to obtaining

the local second order moment spectrum of the image signal. For the sake of simplicity, the following

discussion will be for one dimensional signals only. However, it can be easily extended to the two-

dimensional case. 

Let us define the convolution kernel as

k(x,  ω) = w(x) ejωx , (5.14)

where w(x) is the window function centered at x. The window function is a Gaussian function in a

Gabor filter. The output of a Gabor layer unit g can be written as

g = i(x) ⊗ k(x,  ω) = fatt ( i(x) ⊗ k(x,  ω)
2
) , (5.15)

with the attenuation function being fatt(x) = x , and the operator ‘⊗’ denoting the spatial convolution.

The power of the convolution in Eq. (5.15) can be further expressed as 
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p(x, ω) = i(x) ⊗ k(x, ω)2= i(x1)w(x – x1)ejω(x – x1)dx1 i(x2)w(x – x2)ejω(x – x2)dx2

*

= i(x1)i(x2)w (x – x1)w (x – x2)e–jω(x1 – x2)dx1dx2 . (5.16)

The integral ranges in Eq. (5.16) and the following are from –∞ to +∞. By assuming ξ = x1 – x2, 

p(x,  ω) = i(x2 + ξ)w(x – x2 + ξ)i*(x2)w *(x – x2)e–jωξdx2dξ ≡ m2(ξ ; x)e–jωξdξ

(5.17)

where

m2(ξ ; x) = i*(x2)w *(x – x2)i(x2 + ξ)w(x – x2 + ξ)dx2 . (5.18)

Now if the window function is even symmetric, i.e. w(x) = w(–x), it can be put as

m2(ξ ; x) = i*(s + x – 
ξ
2

)w *(s – 
ξ
2

)i(s + x + 
ξ
2

)w(s  + 
ξ
2

)ds , (5.19)

by defining s = x2 – x  + ξ / 2. Thus, m2(ξ ; x) is the local second order moment of signal i at x, and

p(x,  ω) in Eq. (5.17) is a local second order moment spectrum of signal i. With this type of feature

extraction, the phase information in the signal is lost since the value of p(x,  ω) is real and

nonnegative. This method is blind to the differences in the signals that share a same local power

spectra but have different phase relations among the frequency components.

One method which is known to be effective to extract the relative phase information is the use

of higher-order spectra of the signal. There are numerous time-frequency distributions such as the

spectrogram and the Wigner distribution [59], and there are several time-multiple-frequency

distribution models being their higher-order extensions [60][62]. Since it was shown that the original

KM Net extracts the local second order moment spectrum of the input signal, a general model which

extracts the n-th order moment spectrum 

Mn(x ,  ω1,..., ωn – 1) = mn(ξ1,...,  ξn – 1 ; x)e –j(ω1ξ1+ ... + ωn–1ξn–1)dξ1 ...  dξn–1 , (5.20)

with mn(ξ1,...,  ξn – 1 ; x) being the n-th order windowed moment (autocorrelation) function. The

KM Net which extracts the higher-order moment spectral feature will be called the Higher-Order

Kernel Modifying Neural Network (HOKM Net).

Each higher-order distribution model inherit its second-order version’s merits and

shortcomings. The higher-order Wigner distribution [60] has the simplest form for extracting the

local higher-order moment. However, the spurious response to the so-called cross-frequency terms

can be a fatal shortcoming. Since the previous model employed the feature equivalent to windowed

power spectrum, it would be natural to seek the windowed local higher-order moment spectrum as the

texture feature. Considering the fact that the estimation variance will grow with the order, and also the
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computational cost, the third-order spectrum of the image signal will be extracted and will be used.

The local third-order moment spectrum, or the local bispectrum is defined as 

M3(x ,  ω1,ω2) = m3(ξ1,  ξ2 ; x)e–j(ω1ξ1+ω2ξ2)dξ1dξ2 (5.21)

with

m3(ξ1,  ξ2 ; x) = i*(u + x)w *(u)i(u + x + ξ1)w(u + ξ1)i(u + x + ξ2)w(u + ξ2)du (5.22)

where w is the window applied to the data. Since the local bispectrum M3 is defined as a 2D Fourier

transform of the local third-order moment function m3, it may be possible to define the feature

extraction process as the convolution of some kernel and the high order moment function. However,

an alternative approach which proves to be easier to embed in the layered neural network form, will be

employed as a simple extension to the KM Net model. 

In the following, it will be shown that the local bispectrum can be obtained by using the

products of three complex Gabor filter outputs. Let us put v = u + x , v1 = ξ1 + u + x  and

v2 = ξ2 + u + x . Then Eq. (5.21) can be rewritten as, 

M3(x ,  ω1,ω2) = i*(v)w *(v – x)i(v1)w (v1 – x)i(v2)w (v2 – x)e–jω1(v1–v)e –jω2(v2–v)dvdv1dv2

      = i*(v)w*(v–x)ej(ω1+ω2)(v–x)dv   i(v1)w(v1–x)e–jω1(v1–x)dv 1 i(v2)w(v2–x)e–jω2(v2–x)dv 2  .

(5.23)

If the symmetry of the window function as w(x) = w(–x) can be assumed, then,

M3(x ,  ω1,ω2) = i(x) ⊗ k(x,  ω1 + ω2)
*
 i(x) ⊗ k(x,  ω1)  i(x) ⊗ k(x,  ω2)  . (5.24)

Eq. (5.24) shows that the local bispectral information can be extracted as the product of three

complex convolution filter outputs. The Gaussian function will also be used as the window w(x) in

the following. However, for the best localization of information in both spatial and bispectral

domains, other choice of window function may prove to be superior.

For higher-order spectral features, e.g. local trispectrum, it can be shown in a similar way as in

Eqs. (5.21) ~ (5.24), that the products of the windowed kernel convolutions will enable extraction of

equivalent measures. 
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5.6 Bispectral Kernel Modifying Neural Network (BKM Net)

5.6.1 Architecture
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Fig. 5.15. The Bispectral Kernel Modifying Neural Network (BKM Net). 

For obtaining the bispectral feature defined in Eq. (5.24) in a neural network model, an extension to

the KM Net model, named the Bispectral Kernel Modifying Neural Network (BKM Net) will be

proposed. Three Gabor kernels k(ω1), k(ω2) and k(ω1 + ω2) will work in a unit (triplet) as shown in

Fig. 5.15. This unit will be referred to as bispectral Gabor unit in the following. Parameters ω1, ω2

and σ will be modified by training. This amounts to six parameters per bispectral Gabor unit for

texture classification application. No attenuation function as in Eq. (5.15) is applied before feeding to

the hidden layer in this model. Use of attenuation functions may prove to be beneficial when the

feature element range spread to a very wide range. 

As another modification to the original KM Net model, the hidden layer will receive the

weighted complex feature vectors. One way of handling complex features may be employing a

classifier stage consisting of units using complex input-output relations. Layered neural network

models using complex signals have been proposed [13]. Instead, the real and imaginary parts of the

complex features will be treated as individual real features, and real value units will be used in the
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hidden and output layers.

5.6.2 Training rule

The BKM Net will also be trained using a backpropagation-based training rule. The weights between

the output and the hidden layers, employ the same modification method as described in Sec. 5.3.2.

The weights between the Gabor layer and the hidden layer are also updated using the same strategy.

It should be noted, however, that each hidden layer unit has two connections between a Gabor layer

unit for real and imaginary part of the filter output, and that the modification rule must be applied to

the both weight groups independently.

The bandwidth σ and the central frequencies ω1 and ω2 of the l-th bispectral Gabor unit

will be modified as 

∆σl =  – 
ησ
M

∂Em

∂σl
∑
m =1

M

 = – 
ησ
M

∂Em

∂(Re [M3l])
 
∂(Re [M3l])

∂σl
 + 

∂Em

∂(Im[M3l])
 
∂(Im[M3l])

∂σl
∑
m =1

M

(5.25)

and

 ∆ωli =  – 
ησ
M

∂Em

∂ωli
∑
m=1

M

 = – 
ηω
M

∂Em

∂(Re [M3l])
 
∂(Re [M3l])

∂ωli
 + 

∂Em

∂(Im[M3l])
 
∂(Im[M3l])

∂ωli
∑
m=1

M

 ,

(i ∈ {1,  2}) (5.26)

with Re[x] and Im[x] denoting the real and imaginary parts of x, respectively. See Appendix B for

further description of the training measures. 
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5.7 Application of the BKM Net and discussion

5.7.1 Texture region extraction - Comparison with the KM Net -

♦

Train
Test

Fig. 5.16. A synthetic image of a texture with a continuously-changing fundamental
frequency and the second-order harmonic component. The phase relation of the two
components are also changed continuously. Among the right half region which was
used to train the networks, texture class A was chosen to be of the texture under the
marker '♦'. Class B was “the others”. 

Fig. 5.17. The classification map by the KM Net. Another region in the left half of
the image was also classified to be class A. 
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Fig. 5.18. Classification by the BKM Net. Only the region with the specific
frequency component and phase relation was classified to be class A. 

In order to evaluate the basic properties of the BKM Net and to compare its feature extraction ability

with the original KM Net, a synthetic image shown in Fig. 5.16 will be used. For generating the

image, a polar coordinate system rθ whose origin is at the center of the image, will be defined. The

gray level distribution of the image L(r,θ) is defined as

L(r,  θ) = cos(ar2) + cos(2ar2 + θ) .

Both networks were trained to extract the texture under the marker “♦” in Fig. 5.16. The training

sets were chosen from the right half region of the image. The texture at marker “♦” and the other

regions were given as the training sets of classes A and B, respectively. A KM Net of (G, N, O) =

(6, 3, 2), and a BKM Net of (T, N, O) = (2, 3, 2) was used. Here, T=2 denotes that two bispectral

Gabor units were used, each consisting of a Gabor filter triplet and extracting the local bispectral

feature. The classification result by both networks are shown in Figs. 5.17 and 5.18. The KM Net

classifies a region in the left half of the image which includes the same frequency components as the

training set, to be of class A. However, since both the frequency and the phase relation of the

fundamental and the second harmonics has been extracted in the BKM Net, only the trained region is

classified to be of class A. 

5.7.2 Segmentation of a computer generated image

The BKM Net was also tried for classifying the texture classes in the mosaic of Fig. 5.13. A

network of (T, H, O) = (3, 6, 4) was used for classification, which was trained using 12 subimages

per texture class. The obtained classification map Fig. 5.19 shows a smooth segmentation of the

texture regions, although with some misclassifications at the texture edges where the filter responses

tend to be unstable. After training, the bands of the Gabor filters that form the bispectral Gabor units

were found be tuned to the harmonic peaks of the texture signals, as seen in Fig. 5.20(a). The average

responses of the bispectral Gabor units (local bispectrum) are shown in the bar graphs of Fig.

5.20(b). It clearly shows the different response patterns against the texture class pairs with identical
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local power spectra. 

Class A

Class B

Class C

Class D

Fig. 5.19. Classification map of the texture mosaic in Fig. 5.13, obtained using a
BKM Net. Classification rate : 93.9% .
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Fig. 5.20. (a) The local power spectra of texture classes, with the bands of the Gabor
filter triplets forming the bispectral Gabor units overlayed. The numbers correspond
to the bispectral Gabor units. (b) The averaged responses of the products of the
bispectral Gabor units (local bispectrum) against the class textures. 
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5.7.3 Discussion

Bispectral feature extraction and Gaussian noise

A typical motive for using bispectrum in signal feature extraction is in its immunity to additive

Gaussian noise [60]. However, in texture segmentation where feature extraction using only one short

train of data (subimage) is required, i.e. when no averaged feature from large portion of data is

available, the extracted feature will be affected by the additive Gaussian noise. When classification of

several sufficiently long data train is of concern, averaged signal feature can be extracted from

multiple signal portions during both training and recognition. In such a case, the effect of the

Gaussian noise can be eliminated. Even in such cases, the proposed BKM Net will be effective for

adaptive selection of frequency bands through training. In the recognition phase, the trained filter

parameters can be used for bispectrum estimation from the data portions. After obtaining the

averaged bispectral features, the hidden and output layer part can be used as the classifier of the

bispectral feature vectors. 

Using spectral features of orders higher than three

So far, two types of network models were introduced for texture classification. The two models

enabled the extraction of spectral and bispectral features during training. As noted in Sec. 5.5,

extraction of spectral features of orders four and higher, is also possible. However, since the size of

the data necessary for stable estimation of higher-order spectral features will increase with the order,

extraction of features higher than three may not be feasible in texture classification. When longer data

samples are available in the recognition phase, as mentioned in the previous subsection, the approach

introduced in this paper may also prove to be successful. 

5.8 Model switching in the Gabor layer 

5.8.1 The inefficiency in the Gabor layer training

By altering the filter parameters in the Gabor layer using the KM Net’s training rule, the filters were

tuned to bands that show significant difference between the texture classes, as found in the

classification of synthetic textures in Sec. 5.4.1. When classifying the real world textures of Fig. 5.9,

feature extraction of the same type were possible by automatic tuning of the Gabor filters. 

In Fig. 5.21, the Gabor filter bands and their average responses against each texture classes of

Fig. 5.9 are shown for a trained KM Net. Although some of the spectral peaks are captured

especially in the narrowband classes and the firing patterns of the filter array are clearly

discriminable, there are points that can be improved. First, some of the filters are responding very

selectively, however, there are filters such as filter #6 that do not contribute to showing contrasts

between classes. Such redundant filters can exist when the number of the filters are abundant,

however, mostly, they are caused by being caught in local minima in the error potential function.
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Second, there are filters that actually extract the same feature. For example, the bands of the filters #7

and #8 are seen to be overlapping, and the responses to the training sets are very similar. 

In order to eliminate such inefficiencies in the Gabor layer feature extraction, MS for MLPs

tried in Chapter 3, employing Fitess Indices defined by the degree of map inheritance,should be

applicable. In the next section, repetitive reduction of the filters by the fusion method and their

immediate re-installation during the BP training will be tried, and the contribution to the training

speed and the classification rate will be evaluated. 
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Fig. 5.21. The Gabor filter bands and their average responses against the class
training sets of Fig. 5.9. The grayscale image show the average power spectra of the
training sets of the texture classes. The filter bands are shown in white ovals. 

5.8.2 Model switching by unit fusion in the limited model

Model switching with Fitness evaluation of map inheritance will be applied to the Gabor layer of the

KM Net. On using MS, limited model scheduling will be used. In the positive mode, the model will

be expanded and immediately reduced to a different map of in the same model. In the negative mode,

the model will be reduced, and will be expanded right away. When methods of model expansion and

reduction are the same for both switching modes, the double-operation-switching will be identical for

the two modes, only the order is different. This scheduling, however, will be beneficial when the

generalization ability is in concern. As discussed in Sec. 3.7, fusion of units with low variace will

contribute to reducing the null space to the traiing sets. Also, fusion of unit pairs with high correlation

will remove dependent bases. If the recruitment of the reduced factors follow this reduction, there is a

chance that the re-installed base will become a basis function of better quality. By repeating this

operation of MS in the limited model, it is assumed that the functional space spanned by the basis
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function set will be kept large, with less null space factors. The features of the KM Net trained with

BP with MS will be shown in Table 5.1. 

Table 5.1. Features of the training method with MS.

Objective of MS� 1. Efficient training
� � 2. Higher generalization ability

General
• Network type� KM Net

• MA scheme� MS consulting MS Index.
� � MS applied to the Gabor layer

MS
• Scheduling� Limited model 

• Fitness Evaluation� Map preservation (inheritance)

• Fitness Index�

• Stress Index

• MS Index

• MS candidate� All possible by unit fusion 
� � followed by unit installation

IF(fN, f 'N) = 1 – D(fN, f 'N)

IMS = IFIS

IS(E, ∂E
∂t

) = (E – E0) ∂E
∂t

+ I0)(sgn sgn

5.8.3 Experiment

Learning and classification of four texture classes in Fig. 5.9 was tried with different Model

Alteration (MA) strategies using the KM Net. Since the filter responses tend to be fluctuating

especially in non-deterministic textures as Class 4, the classification map typically includes speckle-

like misclassifications. Such misclassfications can be reduced by spatially smoothing the feature

responses in texture classification [65][69]. Instead of smoothing, we used the local feature directly

and obtained the classification rate for the whole image to measure the efficiency of the extracted

feature. Since the upper bounds of the map distances caused by model switching can be estimated

using Theorems 1 and 2, model switching could be applied to both the input layer and the hidden

layer simultaneously, always selecting the switch which causes minimum map distance. However, it

was considered to be more important to show the difference clearly in a simpler case. Therefore, in

this experiment, MA is applied within the Gabor layer only. When the number of filters (channels)

was reduced by model switching, a new filter with a random filter parameter set (ωx,  ωy,  σx,  σy) was

installed. Thus, the network model was always unchanged. This style was taken in order to make a
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fair comparison between the KM Net training without model switching. Two types of KM Net

configurations were trained and tested using five different MA strategies described in the following.

The procedure of training and MA in the experiments is shown in Fig. 5.22. 

Train Npassive epoch.

Detect a reducible
filter channel.

Detected?

• Reduce channel.
• Install a filter with 

random freq. band.

Train 1 
epoch.

Yes No

Start

E < E0

No

Yes
End

Fig. 5.22. The procedure of training and MA. The detection and reduction methods
were varied for comparison of the efficiency of the whole training process. 

When the model was altered, no alteration were allowed during the following Npassive training

epoch to avoid repetitive replacement of the same channel. Two types of KM Net configurations were

trained and were tested using four different MA strategies described in the following.

(a) Multichannel filtering : The Gabor filter bands were fixed to the spectral peaks of the textures.
Only the connection weights {wk n} and {wnl} of Fig. 5.5 were trained. In the smaller
network with five filters, four filters were tuned to the largest peaks of the four texture classes.
The other filter was tuned to the second largest peak of Class 4, which is the most broadband
class. In the network with eight filters, first and second largest peaks of four texture classes
were characterized. The bandwidth parameters were fixed as, σlx = σly = 5.0 (l = 1,  2,  . . ,  G) .

(b) KM Net : This is the KM Net with simultaneous BP training of Gabor filter kernels and the
connection weights, but not using model switching. Methods (c) ~ (f) in the following employ
additional model switching strategies applied to the Gabor filter layer of the KM Net during
training.   

(c) Detect and remove : Look for a channel j with a minimum σj satisfying σj < 0.1. If not found,
seek for a pair with a maximum |rij|, satisfying |rij| > 0.9. Remove channel j without weight
compensations of Eqs. (3.21) ~ (3.25). 

(d) Weight compensation : Same detection criterion as (2), with weight compensations of channel
fusion. Fuse channel j with the bias channel when the variance criterion is used. When the
similarity criterion is used, fuse channels i and j.  
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(e) MUB : MS by using the minimum upper bound as map distance. Conditions are, εMUB = 0.1 and
Npassive = 50. Additionally, a passive epoch will be set to GNpassive for the switched channel

to avoid repetitive selection, where G denotes the number of Gabor layer units. 
(f) EMD : MS by using the effective map distance method. Conditions are, εEMD = 0.02 and

Npassive = 100.

Methods (a) and (b) are the control cases that do not change the model. Strategies (c) and (d)

reproduce the detection and the pruning method employed in [40], where variance and similarity

criteria were used separately, whereas in (e) and (f), the proposed unified detection criteria are used. 

Table 5.2. Training epochs, classification rates and their standard deviations for two
types of KM Nets tried with five different model switching strategies.

Network size
(Gabor-hidden-output)

5 - 5 - 4

8 - 6 - 4

Training
epoch

Class. 
rate

Rate
std. dev.

(1) Mul. ch. filtering� 7593� 79.0 %� 6.6 %
(2) KM Net (no switch)� 5358� 81.3 %� 6.6 %�
(3) Detect & replace� 4287� 83.0 %� 8.2 %
(4) Weight Comp.� 3855� 84.1 %� 4.7 %
(5) MUB� 3827� 84.7 %� 5.7 %�
(6) EMD� 3738� 86.2 %� 3.7 %

(1) Mul. ch. filtering� 4535� 81.8 %� 6.9 %
(2) KM Net (no switch)� 3374� 88.1 %� 2.9 %�
(3) Detect & replace� 2723� 88.6 %� 2.9 %
(4) Weight Comp.� 2665� 89.1 %� 4.0 %
(5) MUB� 2646� 89.2 %� 2.4 %
(6) EMD� 2533� 89.5 %� 2.7 %

The networks were trained to gain MSE = 0.002, for unit vector responses assigned to each

texture class. After training, the networks were applied to the whole area of the same image of Fig.

5.9, and the classification rates and the standard deviations were obtained. All numbers are averages

of 30 trials. For each texture class, 12 training subimages of 32×32[pixel] size were used.

Experimental results are compared in Table 5.2. First, when compared with the conventional

multichannel filtering with fixed filter bands, it is clear that the tuning of the Gabor kernels enabled in

the training of the KM Net greatly contributes to improve the classification rate. Further, when model

switching during training is used, it is observed that detection and replacement of the redundant input

channels in (c), and further weight compensations in (d) are both effective to improve the

classification rates and the training speeds. The improvement in (c) indicates that providing higher

linear independency among the feature channels is beneficial for improvement of generalization

ability. The result in (d) shows that preservation of the map while altering the model helps to speed
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up the whole training process. Without map preservation, more training epochs will be necessary

after each model alteration in order to compensate for the increase of the training error. Although

preservation of the map by way of model switching contributes to faster training, an external rule for

combining different model switching methods is still necessary, because variance and similarity

criteria are used independently in (d).

When the MUB and EMD criteria are used, the classification rate and the speed were further

improved for both network configurations, indicating the effectiveness of using the unified detection

criterion for less damage to the trained network on switching. In the MUB detection, model switching

mainly occurred in the initial phases of the training, as it was predicted in Sec. 3.4. Cases that the

training terminated with a pair of Gabor filters extracting an identical frequency band, however, were

quite common. In the EMD detection, such a case was scarcely observed, for redundant Gabor units

were detected and the model was switched throughout the whole training period.

5.9 Summary

In this chapter, first the scheme of image texture classification by multichannel filtering was reviewed,

and the shortcoming of manual feature selection in the conventional method was pointed out. As a

means to automate this feature selection process, a novel neural network architecture was introduced.

The Kernel Modifying Neural Network (KM Net) which incorporates an array of Gabor bandpass

filters and a classifier in a single layered neural network structure, enables to simultaneously tune the

filter parameters and the connection weights in the classifier by BP learning for the sake of

classification error reduction. Through applications to synthetic and natural texture classification

problems, the training rule and the classification ability of the KM Net were confirmed. It proved that,

the filter tuning by the training rule could replace the manual feature selection procedure. For the

classification of visually different texture classes with identical second order statistical natures, an

expansion of the KM Net model was introduced, which extracts the higher-order statistical feature by

training. The Bispectral Kernel Modifying Neural Network model, which extracts the localized third-

order spectral feature (bispectrum) of the image texture, proved to effectively extract the phase feature

in the texture for discrimination. Although the training rule of the KM Net could tune the bands of

the Gabor filter array, the same feature extraction efficiency problem arose, as was pointed out in

Chapter 2 to be the motive of model switching. At many situations, the filter array bands were tuned

to suboptimal frequency band sets. In order to enable an efficient feature extraction in the Gabor

layer using a limited number of filters, the model switching by channel fusion was tried during the

training. The detection and reinstallation of redundant channels contributed to both the training speed

and the classification rate. There was an additional finding that the use of the unified criterion for

selection of the switching model, which is based on the map distance defined in Chapter 3, was most

effective in the multistrategy switching. 
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Chapter 6
Defect Classification in Visual Inspection of
Semiconductors

6.1 Introduction

5µm

Fig. 6.1. A microscopic image of a defect found on a semiconductor wafer.

Visual inspection of industrial products is an essential stage for quality control. The tasks of

inspection which conventionally depended on human experts, are quickly being taken over by

machine vision / pattern classification systems. This trend also applies to semiconductor wafer

manufacturing processes, where visual inspection plays an important role. The semiconductor chips

to be inspected are electrical circuit patterns constructed in a layered structure, on a semiconductor

substrate. Since the device geometry of sub-micrometer scale are becoming commonplace, all images

used for in-line visual inspection are collected using optical microscopes.

The disorders found on the wafer surface, such as the one shown in Fig. 6.1, are commonly

referred to as defects. The motive for defect classification is to find out the process stages and the

reasons that are causing them. Early detection of the sources of defects are essential in order to

maintain high product yield and quality. 

In the majority of semiconductor fabs, the visual inspection process of the wafer surface still

depend on manual review by human experts. Since the inspection task requires extreme

concentration, the time that an inspector can continue the task is quite limited, and still, it tends to be

time consuming and inaccurate. The decision instability of an inspector can be quite large against

various defect classes, and each inspector relies on different features and strategies [79]. It is reported

that the classification accuracies are typically 60~80% [80]. If this stage of visual inspection could be

automated, it will greatly contribute to enhance the productivity of the semiconductor fab. However,
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the appearances of a known class of defects will typically have a very wide variety in size, shape and

color. Also, it is difficult to obtain a training set of a sufficient size that represents the defect class.

These conditions make it hard to determine the effective image features. Therefore, only few

automatic defect classification systems (ADC) are currently in operation at the production line. 

In selecting the feature and determining the strategy of classification, the straightforward way

would be to mimic what the human experts do. Information from the expert inspectors are essential,

however, the features and the strategies employed by the experts are usually hard to code explicitly.

Expert inspectors tend to use multiple strategies, and evaluate the possibilities to reach the final

decision in parallel. If we could determine the combinations of several promising defect features

through interviews, well known techniques such as vector quantization [23][24], subspace methods

based on projection filters, application of the Bayes rule to estimated class probability densities [3] or

trainable mapping neural networks[5][23][24] can be used for the classification task.

Semiconductor ADC systems have been developed and reported by several research groups

and manufacturers [78][79][80]. In [79], one of the few commercially available ADC systems is

introduced. There, die-to-die comparison and single image analysis are used for defect detection in

logic products with random patterns, and memory products with repetitive patterns, respectively. The

system extracts numerous spatial and textural features from the defect region and applies a set of

user-defined fuzzy predicates for defining the defect classes. The paper points out the necessity to

train the system for each product and process layer. The approach taken here shares some common

approaches and features such as the die-to-die comparison and the need for layer specific

construction of the classifiers. However, by using trainable neural networks for classification of the

feature vectors, use of both explicit and implicit correlations between the perceptible features and the

defect classes are intended. 

The task, as seen as a pattern classification problem, has several restrictions inherent to the

particular problem. First, the designer does not have the freedom of collecting a sufficient number of,

or an appropriate selection of training images. In spite of such a limitation in the training conditions,

the dimensionality of the feature space tends to be high, because the decision tends to be dependent to

many features in the image. Second, the requirement to the system is to classify the known defect

classes without fail and do not make wild guesses against unfamiliar types of defects. Such images

should be pointed out as unclassifiable and be left for the human expert to see. It is known that

problems of the kind can be handled by algorithms whose decisions are based on the distances from

the class prototypes, such as the k-means algorithm [4], leaning vector quantization and self-

organizing feature maps [29]. Here, we will employ an alternative approach, of constructing a class

border using localized nonlinear discriminants, implemented in a Hyperellipsoid Clustering Network

(HCN) introduced in Chapter 4. In models such as HCNs, it is important to construct a membership

function that approximates the class distribution correctly, while maintaining the simplicity. 

In this chapter, a system for automatic semiconductor defect classification (ADC) using neural
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network classifiers will be introduced. In Sec. 6.2, the defect classes will be defined, and the methods

for the defect detection, defect region determination and extraction of the features will be addressed.

In Sec. 6.3, MLP networks with predetermined models and HCN networks trained with BP with MS

will be applied to the defect classification problems. Several issues and further aims in development

of the ADC system will be discussed in Sec. 6.4.

6.2 Automatic defect classifier system (ADC)

6.2.1 Defect classes

The wafer fabrication processes in manufacturing semiconductor products involve several cycles of

(a) film deposition, (b) photoresist coating, pattern alignment and developing, (c) pattern etching, and

(d) cleaning. There are several types of visible defects occurring in each of these stages that can

causing defective products. Among them are, objects of foreign origin, footprints of such particles

resulting in incorrectly etched patterns, and pattern anomaly due to imperfect exposure or etching

processes. In order to maintain high product yield and quality, quick and accurate detection of the

causes of the defects are very important. The first step for locating the cause is to classify the types of

the defects by visual inspection. 

The definition of the defect classes vary according to the manufacturers. However, it is

common that the goal classes are combinations of physical classes, and contextual classes. For

example, a physical defect of an incorrectly etched pattern commonly made by an external particle,

can occur anywhere on the die. Contextually, it can be of a “short circuit class” if it happens to

bridge the pattern. In this case it will be a killer-defect. On the other hand, it can also be of a harmless

“cosmetic class” that may be ignorable, if it is found on patternless places or marginal areas. 

Here, identification of the physical defect classes which provides most information for

locating the cause of the defects, will be tried. Nevertheless, contextual defects are also important

since they will help to determine the usability of the particular die as in the above example. Here,

further classification to the contextual subclasses will be left for the feature enhancement.

The physical defect classes dealt with and their common appearances will be listed in the

following :

(a) Foreign objects (FO)

This class includes defects such that external objects are found on the wafer. If a cleaning process is
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scheduled right after the inspection, it is likely that they will be washed away. However, the finding

may imply that the source is at the preceding stages, close to the current inspection stage. Defects of

FO class tend to appear as small and dark colored regions, typically in near-circular shape. 

(b) Embedded foreign objects (EO)

This is the class of defects where one or more processed film layers have been stacked over a foreign

object. It is highly likely that the EO class defect is a killer-defect, since it corrupts the patterns

formed over it by forcing them to make a heap. They can also cause disturbances in the inter-layer

electrical contacts. Defects of this class indicate that the source is more than one wafer process cycle

previous to the current inspection stage. Defects of EO class appear slightly larger and irregular-

shaped when compared with those of the FO class, because the patterns of the heaped area in the

covering layers are deformed by the embedded object. In addition to the characteristic dark color of

the particle itself, other colors can be observed as well. Defects of FO and EO classes can appear

quite similar, and are sometimes hard to distinguish even for an expert. 

(c) Pattern failure (PF)

This class covers all kinds of defects that have pattern deformations without any existence of external

objects. The PF class defect can occur in many ways. Most commonly, they are caused by external

objects blocking the photo-exposure process or the etching process. Later on, the external objects are

washed away, and their footprints become PF class defects. Defects of this class can also be caused

by insufficient exposure or etching. Thus they can have a wide variety of size and shape. Since the

defect is usually an extra region or a lack in the pattern of a layer, the color of the defect region tends

to be one of those observed in the normal patterns. 
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Fig. 6.2. Example images and their cross sections illustrated. (a) Foreign object class
(FO). (b) Embedded object class (EO) . (c) Pattern failure class (PF).
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Fig. 6.3. The flow of data in the ADC system.

6.2.2 Detection of defects

The flow of the data in the proposed ADC system is illustrated in Fig. 6.3. Initially, the defects on the

patterned wafers are detected by an inspection system. The optical detector scans the surface and

compares the detection signal with that of a defectless reference die or an adjacent die on the wafer.
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Collection of the defect images is carried out by a review station with a two-dimensional moving

stage and a microscopic machine vision system. The defect image at the detected die coordinate will

be recorded, together with the defectless reference image from the adjacent die at the same die

coordinate. The images are recorded as color bitmap data of 24 (bit/pixel) depth. These image pairs

are used for determination of the defect area (re-detection) and feature extraction for classification.

The size of the images used in this work are 320 (pixel) in width and 240(pixel) in height.

6.2.3 Determination of the defect region

The disordered area in the defect image is determined by the following steps. First, the reference

image is subtracted from the defect image. On subtraction, the positional error of the moving stage

will be compensated by adjusting the relative positions to where the cross-correlations of the two

images are maximum. Further, the intensity information are extracted and rescaled to make a

grayscale image of 8 (bit/pixel) depth. Therefore, the normal region will have a level near 127,

whereas the graylevel of the defect region will be either higher or lower. In order to make the mask of

the defect region, the grayscale level at each pixel is thresholded by the following function of

T(p; θ) = 
0 (off) if (127 – θ  < p < 127 + θ)

1 (on) otherwise
(6.1)

where p is the pixel graylevel and θ is the half width of the graylevel margin acceptable as the

normal region. The value of θ determines the detection sensitivity. If θ is small, a larger area

including the defect will be captured. Also many pixels in the normal region will be detected due to

pattern variations that are practically tolerable. If θ is set too large, small defects can be missed. In

this work, the value of θ was empirically set to 20. Even at this setting, some speckle-like signals

from normal areas still prevailed. Therefore, only the largest contiguous on region was allowed to

remain, whereas the others were set to off in order to limit the masking to the target defect region.

The resulting binary level image was used as the defect region mask.

6.2.4 Feature extraction

For classifying the defects to the three classes of Sec. 6.2.1, the following features were used. 

A. Size S

The size of a defect can provide some hints to the class information especially for separating FO and

EO classes. When defects of FO and EO classes are caused by particles of the same size and shape,

the observed region of the EO class defect will always turn out to be larger. This is because the layers

covering the EO defect are disturbed by the particle, and the area surrounding the particle will appear

in different colors. In the data set we used, the size of the defect region in pixels ND ranged from 10

to 104. However, most of them were within the 102 ~ 103 range. In order to scale ND to a unit range

without losing sensitivity to the majority of the data, the size feature S was defined as,
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S = 1alog10ND  , (6.2)

where a is an additional scaling parameter to keep S within the (0, 1) range. Since the maximum

defect pixel counts could reach 320×240 = 76800 (pixels), parameter a was set to 5.0 in the

experiments.

B. Roundness R

The roundness of the defect region also helps to separate FO and EO classes. As noted in Sec. 6.2.1,

many of the foreign objects appear in a smooth circular shape. When they are embedded in film

layers, the defect region including the foreign object and the disturbed patterns over it will be

observed in a very irregular shape. This difference can be characterized by the roundness of the

defect region as defined below.

A common definition of the roundness of a region is 

R0 = 4π (area)/(perimeter)2 (0 < R0 < 1) . (6.3)

When using this measure in a digital image, the numbers of pixels in the region (ND) and the region

border (NB) can be used as the area and the perimeter, respectively. The roundness calculated this

way will asymptotically approach the true roundness as ND grows. However, when the region is

small, R0 can exceed 1.0 due to discretization errors. In order to avoid such cases by scaling, the

scaled definition of the region roundness R used in this work was, 

R = 
4π (area)

(perimeter)2
 ≅ 4π N

(1.5M)2
    (0 < R < 1) , (6.4)

where b is the scaling parameter for keep R within (0, 1) range. In the experiments, b was

empirically set to 1.5.

C. Quantized color ratios C

The color of the defect provides rich information to the human experts. Experts tend to name colors

to several classes and deduce the defect class in conjunction with the other features. Therefore, it is

important to know what type of color is dominant in the defect region. 

Among the various colors appearing in the defects, first, there can be groups of colors that

have universal correlation with the defect types, such as the dark colors of external objects. We will

call these group of predefineable colors as defect colors. Defect colors tend to dominate in the FO

class defects. Second, there are colors whose interpretation can vary by the layer which is currently

inspected. For example, if a particular color is common as the color of the substrate in a layer, a

defect region with the same color dominating may imply a break of a pattern, which belongs to the PF

class. If the same color is scarcely observed in the normal regions of the layer, the color in the defect

may imply an existence of an embedded foreign object, which is of the EO class. In usual products,

there were not much variation in the colors that appear in the microscopic image of the normal region.

Usually less than ten different classes of colors were perceptible if a person tried to count them. The
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group of such typical colors will be called as normal colors of a layer. The remaining set of other

colors will be named unfamiliar colors. Defects of PF class tend to appear mostly in normal colors.

However, abnormalities in the film thickness which also belongs to the PF class can manifest itself in

a totally unfamiliar color. Defects of EO class tend to have various combinations of defect, normal

and unfamiliar colors. 

As the existence of a color imply different conclusions layer by layer, it would be hard to

design a unified defect classification system for use in all the layers of any product. In this work, the

color feature characterization which is a process to determine the prototypes of normal and abnormal

colors, will be conducted for each layer and product.

For implementing the naming process of the colors, and to convert the pixel by pixel color

information to a collective feature of the defect region, the number of the colors were reduced to a

lower dimension by using a quantization algorithm. After quantization, the ratio of the quantized

colors in the defect region were used as the color feature.

The color reduction algorithm used in this work is the Median Cut Algorithm [15]. The

outline of the Median Cut Algorithm for reducing the colors to 2γ prototypes is as follows: 

1. Scatter all the pixels in the image to the three dimensional RGB space according to their
colors. 

2. Set i =1
3. Set a box in the RGB space, each side parallel to one of the RGB axes, and tightly enclosing

the scattered points. The points in a box and their cardinality will be called the member pixels
and the population of the box, respectively.

4. For each box, find the index among R, G and B having the largest variation, and sort the
member pixels along the index.

5. Segregate each box into two boxes at the median point. 
6. If i < γ, increment i and go to 4. 

Otherwise, for each box, set the color of the member pixels to the color at the box center. 
7. End.

 

Seen as a vector quantization algorithm, the center and the enclosed region of the box will be the

prototype vector and the neighbor region, respectively. 

 

 - 137 -



6. Defect Classification in Visual Inspection of Semiconductors
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Fig. 6.4. The scheme of color quantization using the Median Cut Algorithm,
illustrated using the two axes among the RGB space.

On determining the normal colors and their box neighborhoods for a layer, the Median Cut

Algorithm was applied to a collection of reference images. The same algorithm can be applied to a

collection of pixels from the defects of a particular type, to register the defect colors. However, since

the two color groups are generated independently, there can be an overlapping region among the

boxes in the RGB space. Post-processing to reduce the overlapping region by manually trimming the

box region may be necessary. The prototypes and the box regions of the normal colors and the defect

colors were kept to be used for characterizing the new defect images from the same layer. 

On characterization of a new defect image, the color of each pixel in the defect region was

projected in the RGB space to evaluate the membership to the prototype colors; namely to see which

prepared boxes of the defect and the normal colors it fell into. For each color c, the ratio feature Cc

of a defect was defined as

Cc = 
(Population of color box c)

(Total number of pixels in the defect)
 

 (0 < Cc < 1,  c = 1,  2,  . . . ,  (Knormal + Kdefect + 1)), (6.5)

with Knormal and Kdefect being the number of normal and defect color prototypes (boxes),

respectively. The merit of using the Median Cut Algorithm for quantization is in that it can point out a

color which is unfamiliar to the quantizer; not falling into any of the prepared boxes. In the layer

manufacturing process, such colors can be caused by abrupt changes in the film thickness. Since it is

hard to make a general connection between such unfamiliar color groups and the defect types, the

population of the pixels falling out of all the boxes were counted, to make a single channel of

unfamiliar color class ratio. There are other merits in using the algorithm, such that the prototypes
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and their neighborhoods are reproducible since it does not rely on any random factors. Also, the

cluster populations can be kept even as possible. Both of these features do not apply to the case of

many common clustering algorithms such as the k-means clustering.

6.2.5 Neural network classifiers

Two types of neural networks were used for classification of the feature vectors. The first type is the

conventional Multilaer Perceptron (MLP) network, trained by batched BP. The second type is the

Hyperellipsoid Clustering Network (HCN) introduced in Chapter 4. It is assumed that the network

model characterizing a localized data cluster is suitable for this application. In Fig. 6.5, the

distribution of the feature vectors of the defect data set used in the experiments is shown. The data

points are projected to a feature subspace spanned by two among the twelve features. Although the

classes are not clearly separable within the subspace, it is clear that each class forms a locally

concentrated cluster, leaving space without any input data. In contrast ot the MLP, recognition of the

rejection class will be attempted in HCN. 
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Fig. 6.5. Distribution of the feature vectors of the data set used in the experiments.
The 12 dimensional vectors are projected to a 2 dimensional subspace spanned by the
pixel ratio of the sixth prototype color C6 and the roundness R.

6.3 Experiment

A collection of defect images obtained from the same process layer of a product was used for

evaluating the classification system. The set consisted of 33 FO class, 36 EO class and 24 PF class

images. Defect images with typical appearances for the defect classes were manually selected to form

the training set. The remains of the image data were used as the test set for evaluation except for

experiment C.  The class information for all the images were provided by an expert inspector.

Besides the classification rates, the membership thresholding in HCN will also be tested.

The features used for classification were the size S, roundness R and the color ratio Cc (c =
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1, ..., 10). The ten colors consisted of eight normal colors determined by applying the Median Cut

Algorithm to the reference images, one defect color for typically dark external objects and another

channel representing the unfamiliar colors that do not fall inside the box-shaped neighborhood of the

known colors. Therefore, the total number of feature channels was twelve. The box neighbor region

of the defect color was manually tuned to reduce the overlap between the boxes of the normal colors.

When a pixel fell into the overlapping region, it was counted as a population of the defect color only.

A. Classification with a small training set

First, classification of the images using a very small training set was tried. This is a simulation of an

extreme case when only very small number of defect images are available. Only two samples were

used for each class to train the networks. The average classification rates for 20 training trials each

are shown in Tables 6.1 and 6.2, for the MLP and the HCN networks, respectively. The averaged

confusion matrix counting the images of the row class classified to the column class is provided as

well for error analysis. The configurations of the networks and the training conditions were as

follows.

MLP

Units (input, hidden, output)  (12, 3, 3) .

Training gain η = 2.0 .

Momentum gain α = 0.9 .

Initial weights Selected randomly from (–0.1, 0.1) .

Error criterion to stop training 0.001 (average/output unit) .

HCN

Units (input, hidden, output)  (12, 3, 3) . 

Training gains ηµ= 0.001, ηH = 0.5, ηr = 0.01, ηw = 0.1.

Momentum term gains αµ=αH = αr = 0.9 .

Penalty term gains φH = 5.0×10–6 , φr = 1.0×10–6.

Membership threshold θm = 0.5 .

Initial parameters are randomly selected from the following sections except for µµµµn.

wkn : (–0.1, 0.1) . 

Hnst : (diagonal element s = t)     (2.5, 3.5) * . 

Hnst : (non-diagonal element s ≠ t)  (–0.1, 0.1) * .

rn     : (0.5, 1.0) .

µµµµn    : (k-means clustering) . 

Error criterion to stop training 0.04 (average/output unit) .

* Initial weight matrix Hn is set to start the training from a near-hypersphere status.
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It is noteworthy in Tables 6.1 and 6.2 that the classification rates are high in spite of the small

number of training images. This fact justifies the selection of the feature elements and indicate good

separability of the clusters within the feature space. However, the relatively high confusion between

the FO class and the EO class reflects the difficulty of discriminating the two, even to the eye of an

expert (and possible confusions in the oracle information as well). The performance for both

classifiers were almost the same when no membership thresholding was used in the HCN. When the

thresholding was used with θm set to 0.5, most of the nondiagonal elements besides the FO-EO

confusion were suppressed. 

 
Table 6.1. The classification rate and the confusion matrix for the MLP classifier
trained with a small training set.

FO PFEOTrue
Estimation Correct (%)

18.1 12.9 0.0

4.2 17.60.5

13.0 1.120.0

58.4

58.9

80.0

Error (%)

41.6

41.1

20.0

Foreign Object
(FO) 31 test sets

Embedded Object
(EO) 34 test sets

Pattern Failure
(PF) 22 test sets

Average rates (weighted) 64.1 35.9

Table 6.2. The classification rate and the confusion matrix for the HCN classifier
trained with a small training set. The numbers in bold typefaces are for the cases
when membership thresholding was applied. 

FO PFEOTrue
Estimation Correct (%)

15.8
12.1

14.4
10.2

0.8
0.0

1.1
0.1

19.8
14.3

1.2
0.7

10.2
4.7

3.8
0.1

20.1
13.3

51.0
38.7

59.1
39.1

90.0
65.0

Unknown

0.0
8.7

0.0
6.9

0.0
16.1

Error (%)

49.0
32.9

41.0
14.1

10.2
3.6

Foreign Object
(FO) 31 test sets

Embedded Object
(EO) 34 test sets

Pattern Failure
(PF) 22 test sets

Average rates (weighted)
64.0
45.5

36.1
18.1

B. Classification with a larger training set
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Next, the number of training pairs was increased to cover more intra-class variation. The numbers of

the training samples were (FO, EO, PF) = (12, 11, 5). 

In determination of the model of HCN, the k-means initialization of the hidden layer kernels

and gradual reduction of the hidden layer by fusion were tried. Since it was found that best

generalization could be achieved with the model with 5 hidden units, this configuration was selected.

On training, MS strategy of limited model scheduling was taken.  All the settings were the same as in

the former experiment, except for the network size. The network size were as follows

MLP

Units (input, hidden, output)  (12, 7, 3) .

HCN

Units (input, hidden, output)  (12, 5, 3) .

The rates of the classification are shown in Tables 6.3 and 6.4. The rates were improved with less

EO-FO confusion. When membership thresholding is turned off, the HCN based on Mahalanobis

distance measure which was more suited to the problem, outperformed the MLP employing

hyperplane class borders. When θm was set to 0.1, the error was suppressed to the same rate as

observed in Experiment A, with approximately 30% improvement in the correct classification rate. 

Table 6.3. The classification rate and the confusion matrix for the MLP classifier
trained with a larger training set.

Foreign Object
(FO) 21 test sets

Embedded Object
(EO) 25 test sets

Pattern Failure
(PF) 19 test sets

FO PFEOTrue
Estimation Correct (%)

16.1 5.0 0.0

2.0 16.90.2

8.1 0.416.7

76.7

66.8

88.9

Error (%)

23.3

33.2

11.1

Average rates (weighted) 76.4 23.5
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Table 6.4. The classification rate and the confusion matrix for the HCN classifier
trained with a larger training set. The numbers in bold typefaces are for the cases
when membership thresholding was applied. 

FO PFEOTrue
Estimation Correct (%)

15.3
15.3

5.1
5.1

0.7
0.7

1.4
1.4

17.5
16.4

0.2
0.0

6.1
6.0

1.1
0.1

17.9
17.3

72.9
72.9

71.6
69.2

92.1
86.3

Unknown

0.0
0.0

0.0
1.3

0.0
1.7

Error (%)

21.1
21.1

28.4
24.4

7.9
7.4

Foreign Object
(FO) 21 test sets

Embedded Object
(EO) 25 test sets

Pattern Failure
(PF) 19 test sets

Average rates (weighted)
78.0
75.4

20.0
18.4

C. Leave-one-out evaluation with HCN using MS

Highest classfication rates were obtained by using HCN with MS evaluated in the leave-one-out

method. Here, HCN network initialized by placing all the kernels at the training inputs were trained

using MS developed in Chapter 4. The model typically converged to models with hidden layer units

in the range of 9 to 14. The membership threshold θm was set to 0.5. By using rejection, it is found

that the non-diagonal elements (errors) in the confusion matrix could be drastically reduced. 

Table 6.5. The classification rate and the confusion matrix for the HCN classifier
trained with a larger training set. The numbers in bold typefaces are for the cases
when membership thresholding was applied. 

FO PFEOTrue
Estimation Correct (%)

32
32

1
0

0
0

2
0

22
21

0
0

2
1

2
0

32
30

97.0
97.0

88.9
83.3

91.7
87.5

Unknown

0
1

0
3

0
5

Error (%)

3.0
0.0

11.1
2.8

8.3
0.0

Foreign Object
(FO)

Embedded Object
(EO)

Pattern Failure
(PF)

Average rates (weighted)
92.5
89.2

7.5
1.1
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6.4 Discussion

In [79], it is pointed out that the rate of re-detection which depend on the accuracy of the moving

stage and the auto-focusing system of the review station is also an important factor affecting the

overall performance. Since all the numbers reported here assume that the defects were successfully

re-detected, the overall classification rate can be lower according to the precision of the inspection

hardware. Additionally, there were several cases that selecting the largest contiguous region failed to

capture the whole defect region. When the defect is of the EO class, line pattern can cross over them,

which separates the region to non-contiguous parts. Preparation of an additional preprocessing stage

for correct extraction of the defect region is under development. 

A recent paper [80] introduces an ADC system in use for repetitive (memory) patterns.

Phenomenal defect classification is dealt with by extracting various defect features including color,

size, texture, etc. In addition, it classifies the contextual defect class addressed in Sec. 6.2.1, by using

the relation between the image pixel label and the defect pixel label. The former label represents the

local identity (such as compositions) and the latter is determined by a distance-based classification

among the known label identity feature spaces. 

The number of features that were used in this work is quite limited when compared with the

other works. What we intended here is to find out whether the essential features that experts

recognize to be beneficial can be appropriately coded to mimic the expert. This goal was successfully

achieved in view of the separability of the classes and even the inheritances of the traits seen in the

confusion of the FO and EO classes. At the same time, rejection of unknown inputs by the “tight

clustering” and membership thresholding in the HCN was also successfully implemented. Therefore,

we can now proceed to add other defect features. As the dimension of the feature increases, there will

be more freedom in the feature space, thereby opening more “empty space” for the training set of

the predetermined classes. The HCN model, which may be seen as a flexible compromise between

the classification methods based on discrimination borders (e.g. MLP[5]) and nonparametric

methods based on distances from examples (e.g. PNN[22]) should perform better in such cases.

Ability of incremental learning, to increase the training set size without starting the training all

over again, should be important when the system is to be used in the fab. The idea of Growing RBF

nets in [21][25] may be applicable, to train or split the nearest kernel function which consists the

membership function of the class of the added training pair. Alternatively, assigning an independent

small kernel to the new training input as in the PNN case, and to further seek the possibility of

unifying it to an existing hyperellipsoid in the style of proposed model switching may prove to be

more suitable to limit the distribution of the membership function. 

6.5 Summary
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In this chapter, A system for semiconductor defect classification using neural network classifiers was

introduced. The outline of the ADC system, including the procedure of defect re-detection, the types

of features based on the experts’ knowledge and their extraction process were elucidated. As for the

classifier, the Hyperellipsoid Clustering Network (HCN) architecture with membership thresholding

and training with model switching was used in comparison with the conventional MLP network. 

In the experiments, the HCN model proved to be more suitable for a flexible multidimensional

clustering with a smaller training set, together with a tunable margin of membership thresholding for

rejection of unfamiliar inputs. It was also found that the use of MS during the training of HCN could

be used for efficient generation of the membership functions, in place of external initialization

processes such as the k-means algorithm. By using the HCN classifier, a classification rate

comparative to those of the human experts could be achieved. 
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Chapter 7
Conclusion

In this thesis, a novel scheme of layered neural network training called Model Switching (MS) was

introduced. Model switching being a scheme for determination of the occasion of model alteration in

accordance with the fitness of the candidates,  opened up a novel search path of the map and the

model in the stepwise training process such as the BP. For controlling the MS events, MS Index

which reflects both the progress of training in the immediate map, and the fitness of the new map was

introduced. It was shown that MS by MS Index could be applied to wide range of layered network

types, allowing efficient training, small model implementation and higher generalization ability.

Among them were, pruning and self model adjustment of the hidden layer in MLPs and RBF

networks, network model adjustment in a network in which first and second order discriminants co-

reside, and fusion and re-installation of the feature extracting filters in a special network for image

texture classification.

In Chapter 2, the general idea of an operation named Model Switching (MS) for enabling the

simultaneous determination of the occasion, the model and the initial map was introduced. After

giving the definition of MS, a method of MS consulting an index named the Model Switching Index

(MS Index) will be introduced. The MS Index is defined as a function of the Stress Index reflecting

the training progress of the immediate model, and the Fitness Index reflecting the suitability of the

new initial map candidate at each moment of training. Then the variations in the scheduling of MS,

and the types of Fitness Index were introduced.

In Chapter 3, BP training with MS was introduced to MLPs. As the Fitness Index for

selecting the initial maps, degree of map inheritance was evaluated. First,  a method of measuring the

degree of map inheritance, named map distance was defined. Further, the Fitness Index using the

map distance measure was defined for use in the network training with MS. Then, newly proposed

methods for model alteration, named unit fusion, splitting and installation were introduced. In

order to simplify the map distance evaluation process, an approximate method for estimating the map

distance caused by the unit fusion was introduced using the theorems giving the upper bounds of the

map distances. The proposed methods for MA was applied to network pruning. The unit fusion

method was compared with several well known pruning methods. In the experiments, the superiority

of the unit fusion method in map preservation was shown. Then, the proposed MS according to MS

Index preferring map preserving candidates was applied to the BP training. There, it was shown that

the whole training process of obtaining a small trained network, will be much efficient when MS by

MS Index was used, in comparison with the conventional MA strategies. Further, the relation between

the generalization ability of the network and the selection of the initial map in the new model using

the proposed MA methods and map distance, was discussed. There, it was shown that altering the
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model by unit fusion has a positive effect to improving the generalization ability of the network. As a

variant of the proposed training method by MS, a method which allows a smooth change in the model

by controlling the linear independence of the responses of the hidden layer units was introduced.

There, it was shown that the training process will smoothly converge to a small network attaining the

target training error. 

In Chapter 4, implementation of MS to the training process of RBF networks and hybrid

networks were discussed. There, in addition to the map distance, the fitness index which also

evaluates the nature of the class discrimination borders determined by the initial map in the new

model was used.First, the Hyperellipsoid Clustering Network (HCN) which is an RBF type network,

was introduced, aimed at efficient characterization of the localized clusters and recognition of the

rejection class. It was shown that a recognition system can be constructed, which points out the inputs

that are distant from known training sets to be originating from an unknown class,  in a small model

having far less hidden layer units in comparison to the size of the training set. Next,  use of MS in the

training process of a hybrid network with both first and second order hidden units were attempted.

By combining the method with unit fusion and installation methods introduced in Chapter 3, an

algorithm for BP training with model switching for the hybrid network was introduced. The

algorithm and the network was applied to an artificial classification problem requiring first and

second order class borders, and it proved that better generalization could be achieved owing to an

efficient characterization of the classification borders when compared with networks with uniform

hidden layer unit types.

In Chapter 5, the Kernel Modifying Neural Network (KM Net) model for image texture

classification, which incorporates the filter array for feature extraction in a single layered network

structure, was introduced. By training the filters together with the classification layers, it was shown

that the classification rates could be improved in comparison to the conventional multichannel

filtering methods with fixed filters. The applicability of the network to various texture classification

problems were shown. For compensating the ability of the network for extraction of higher-order

features, the Bispectral Kernel Modifying Neural Network for higher-order statistical feature

extraction was introduced. There, its ability to utilize the phase information among the frequency for

classification was verified. MS was applied to the filter array in the KM Net in the style of fusion and

re-installation for efficient feature selection. It was shown that by applying the MS method

introduced in Chapter 3, both the training speed and the generalization ability could be improved. 

In Chapter 6, a system for semiconductor defect classification was introduced. The details of

the classification system including defect classes, methods for defect detection and the extracted

features were delineated. In the classification experiment, HCN with MS introduced in Chapter 4 was

used. There, it was pointed out that MS contributes to drastic simplification of the model and

adequate recognition of unfamiliar inputs, thereby reducing the error rate. It was also shown that  a

classification rate comparative to those of the human experts could be achieved.
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Appendix A

Modification of the Gabor kernel by the Kernel Modifying Network's
training.

Modification measures to the kernel parameters  (Eqs. (5.9) and (5.10)) will be derived here. From

Eq. (5.1), the output of the Gabor layer unit can be written as 

glm = Al Dlm (A.1)

where

Al = A
2πσlxσly

 , (A.2)

Al = A
2πσlxσly

Dlm = (∑
x

Clm∑
y

)2 + (∑
x

Slm∑
y

)2 , (A.3)

Clm = im(x ,  y) exp – 1
2

( x 2

σlx
2

 + 
y 2

σly
2

)  cos(ωlxx + ωlyy ) (A.4)

and

Slm = im(x ,  y) exp – 1
2

( x 2

σlx
2

 + 
y 2

σly
2

)  sin(ωlxx + ωlyy ) . (A.5)

The modification to the center frequencies in each training epoch can be written as,

∆ωls = – 
ηω
M

∂Em

∂ωls(t)
∑

m =1

M

 = – 
ηω
M

∂Em

∂glm
 
∂glm

∂ωls
∑

m =1

M

 . (A.6)

The first partial derivative inside the summation of the right hand side of Eq. (A.6) can be obtained

from the classification error backpropagated from the hidden layer as [5], 

∂Em

∂glm
 = δnmw nl∑

n = 1

N

 . (A.7)

The second partial derivative can be further resolved as

∂glm

∂ωls
 = 

dglm

dDlm
  
∂Dlm

∂ωls
 = 

Al
2

2glm
  
∂Dlm

∂ωls

= 
Al

2

glm
 (∑

x
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y
)(∑

x
(–sSlm)∑

y
) + (∑

x
Slm∑

y
)(∑

x
(–sClm)∑

y
)  . (A.8)

Therefore, combining Eqs. (A.6), (A.7) and (A.8), it can be written as,

∆ωls =

    – 
ηω
M

( δnmw nl∑
n = 1

N

) 
Al

2

glm
 (∑

x
Clm∑

y
)(∑

x
(–sSlm)∑

y
) + (∑

x
Slm∑

y
)(∑

x
(–sClm)∑

y
)∑

m =1

M

(s ∈ {x ,  y}) . (A.9)

The modification to the bandwidth parameter can be derived in a similar way as,

 ∆σls = – 
ηω
M

∂Em

∂σls(t)
∑

m =1

M

 = – 
ηω
M

∂Em

∂glm
 
∂glm
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∑

m =1

M

 = – 
ηω
M

( δnmw ml∑
n = 1

N

) 
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∑
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M

 . (A.10)
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The partial derivative inside the summation of the right hand side of Eq. (A.10) can be written as

∂glm

∂σls
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∂Al

∂σls
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Thus, from Eqs. (A10) and (A11), 

∆σls =

– 
ησ
M

( δnmw nl∑
n = 1

N

)  
–glm

σls
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2
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3
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σls
3
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Use of parameter modification measures calculated according to Eqs. (A.9) and (A.12)

generally lead the training to the minima of the error surface. This was more successful in relatively

wideband texture classes. For texture classes where the energy is concentrated to several narrow

bands, the error surface tend to have a steep gradient, causing an unstable training process. This is

caused by the absolute values of the modification measures growing very large according to the very

steep descent in the error surface. On actual application of the training law, the kernel parameters

were modified by 

 ∆ω' ls(t) ≡ F[∆ωls(t); γω] = γω tanh(
2∆ωls(t)

γω
) (A.13)

and

∆σ' ls(t) ≡ F[∆σls(t); γσ] = γσ tanh(
2∆σls(t)

γσ
), (A.14)

so that the change will be soft limited in order to stabilize the training process. Parameters γω and γσ
were empirically determined in a classification problem of pure-monotonic texture classes, to enable a

smooth error convergence even for the severest cases having a very steep and and narrow error

minima. The momentum term [5] was also added to the modification measures in Eqs. (5.5), (5.7),

(5.9) and (5.10), in order to accelerate the training.

Appendix B
Modification of the Gabor kernel by the Bispectral Kernel
Modifying Network's training.

Modification measures to the kernel parameters of the BKM Net  (Eqs. (5.25) and (5.26)) will be

derived in detail. However, the discussion will be of the one dimensional signal case, since expansion

to two dimension is straightforward. 

The output of the bispectral Gabor unit M3(x ,  ω1,ω2), defined in (5.24) will reappear here as,
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M3(x ,  ω1,ω2) = i(x) ⊗ k(x,  ω1 + ω2)
*
 i(x) ⊗ k(x,  ω1)  i(x) ⊗ k(x,  ω2)  ,  (5.24)

where i is the image and k is the filter kernel defined as

k(x,  ω) = w(x) ejωx . (5.14)

Since the image is a discrete signal, Eq. (5.24) can be written as, 

M3 = i(x – u)k(u,  ω1 + ω2)∑
u

* i(x – u)k(u,  ω1)∑
u

 i(x – u)k(u,  ω2)∑
u

, (B.1)

where the summations are extended over the effective areas of the window w. If a moving coordinate

system v whose origin is always at the center of the local subimage (and also the center of the

window function w) is defined, Eq. (B.1) will be, 

 M3 = i(v)k(–v,  ω1 + ω2)∑
v

* i(v)k(–v,  ω1)∑
v

 i(v)k(–v,  ω2)∑
v

 . (B.2)

Since the image i is real and the window w is a real even function,   

M3 = i(v)k(–v,  ω1 + ω2)∑
v

 i(v)k(v,  ω1)*∑
v

 i(v)k(v,  ω2)*∑
v

(B.3)

holds. By defining i' (v) ≡ i(v)w(v), it can be further written as, 

M3 = i' (v)ej(ω1+ω2)v∑
v

 i' (v)e–jω1v∑
v

 i' (v)e–jω2v∑
v

 

     = i' (v)cos[(ω1 + ω2)v]∑
v

 + j i' (v)sin[(ω1 + ω2)v]∑
v

× i' (v)cos(ω1v)∑
v

 – j i' (v)sin(ω1v)∑
v

 i' (v)cos(ω2v)∑
v

 – j i' (v)sin(ω2v)∑
v

(B.4)

     = C0 + j S0 C1 – j S1 C2 – j S2

 = (C0C1C2 + S0S1C2 + S0C1S2 + C0S1S2) + j (S0C1C2 – C0S1C2 – C0C1S2 – S0S1S2)

= Re[M3] + j Im[M3] , (B.5)

where each summation is denoted by a single character such as,  C0 ≡ i' (v)cos[(ω1 + ω2)v]∑v   and

S1 ≡ i' (v)sin(ω1v)∑v , etc. 

The factors in the modification measures of Eqs. (5.25) and (5.26) will be listed in the

following using the notations of Eq. (B.5). 
∂Em

∂(Re[M3l])
 = δnmw Rnl∑

n
(B.6)

∂Em

∂(Im[M3l])
 = δnmw Inl∑

n
(B.7)

Here, δnm, wRnl and wInl denote the errorbackpropagated from hidden layer unit n, real connection

and the imaginary connection between the hidden and bispectral Gabor layers, respectively. 

 
∂(Re[M3l])

∂ωl1
 = {–(vSo)C1 + (vCo)S1 – Co(vS1) + S0(vC1)}C2

+ {(vCo)C1 + (vSo)S1 – So(vS1) – C0(vC1)}S2 (B.8)
∂(Im[M3l])

∂ωl1
 = {(vCo)C1 + (vSo)S1 – So(vS1) – C0(vC1)}C2

+ {(vSo)C1 – (vCo)S1 + Co(vS1) – S0(vC1)}S2 (B.9)
∂(Re[M3l])

∂ωl2
 = {–(vSo)C2 + (vCo)S2 – Co(vS2) + S0(vC2)}C1

+ {(vCo)C2 + (vSo)S2 – So(vS2) – C0(vC2)}S1 (B.10)
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∂(Im[M3l])
∂ωl2

 = {(vCo)C2 + (vSo)S2 – So(vS2) – C0(vC2)}C1

+ {(vSo)C2 – (vCo)S2 + Co(vS2) – S0(vC2)}S1 (B.11)

In Eqs. (B.8) ~ (B.11), notations of (vC0) ≡ v i' (v)cos[(ω1 + ω2)v]∑v  and

(vS1) ≡ v i' (v)sin(ω1v)∑v  etc. are used. 

The framework of the BKM Net can accomodate any type of window functions as long as 

|w(x)|2 dx = 1 (B.12)

holds for energy preservation. As the Gabor kernels defined in Eq. (5.1) was used as well, the factors

in the modification of the bandwidth parameter (again, in the one dimensional case) were as follows. 
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Here, notations of (v 2

σl
3
C0) ≡ v 2

σl
3
 i' (v)cos[(ω1 + ω2)v]∑

v
 and (v 2

σl
3
S1) ≡ v 2

σl
3
 i' (v)sin[ω1v]∑

v
 etc. are

used. 
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